**Open Data Protocol**

**Introduction**

The Open Data Protocol (OData) enables the creation of HTTP-based data services, which allow resources identified using Uniform Resource Identifiers (URIs) and defined in an abstract data model, to be published and edited by Web clients using simple HTTP messages. OData is intended to be used to expose and access information from a variety of sources including, but not limited to, relational databases, file systems, content management systems, and traditional Web sites.

OData is made up of a group of specifications. This specification describes OData's core concepts and the following specifications define optional extensions to the foundations defined in this document:

|  |  |
| --- | --- |
| **Specification** | **Description** |
| [[OData:URI]](http://www.odata.org/developers/protocols/uri-conventions) | Conventions for constructing URIs to identify the resources and metadata exposed by an OData service. |
| [[OData:Terms]](http://www.odata.org/developers/protocols/terminology) | Glossary of terms used by OData |
| [[OData:Operations]](http://www.odata.org/developers/protocols/operations) | Defines the request types (retrieve, insert, update, delete, etc) and associated responses used by the OData protocol. An implementation can support some or all of the request types. |
| [[OData:Atom]](http://www.odata.org/developers/protocols/atom-format) | Defines an AtomPub representation for the payload of an OData request/response. |
| [[OData:JSON]](http://www.odata.org/developers/protocols/json-format) | Defines a JSON representation for the payload of an OData request/response. |
| [[OData:Batch]](http://www.odata.org/developers/protocols/batch) | Extends the OData Operations specification to define a mechanism to enable a client of a data service to "batch" a group of requests and send that group/batch to the OData service in a single HTTP request. |

OData is designed to be modular such that an OData implementation needs to implement only as much of an OData specification as required for its target scenario.

A full list of terms used by the Open Data Protocol is available on the [[OData: Terms]](http://www.odata.org/developers/protocols/terminology) page.
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**1. Relationship to Other Protocols**

As shown in Figure 1, OData builds on the conventions defined in the [Atom Publishing Protocol (AtomPub)](http://tools.ietf.org/html/rfc5023) and applies additional Web technologies such as [HTTP](http://tools.ietf.org/html/rfc2616) and [JavaScript Object Notation (JSON)](http://tools.ietf.org/html/rfc4627) to create a protocol that enables access to information from a variety of applications, services, and stores.
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**2. OData Basics**

At the core of OData are **feeds**, which are **Collections** of typed **Entries**. Each entry represents a structured record with a key that has a list of **Properties** of primitive or complex types. Entries can be part of a type hierarchy and may have related entries and related feeds through **Links**. For example the following URI represents a feed of Product entries: <http://services.odata.org/OData/OData.svc/Products>.

Some entries are special in that they describe a media element (typically a BLOB), becoming two related resources: the **Media Link Entry** containing the structured data that describes the BLOB and the **Media Resource** that is the BLOB itself.

Simple OData services may consist of just a feed. More sophisticated services can have several feeds, and in that case it is useful to expose a service document that lists all the top-level feeds so clients can discover them and find out the addresses of each of them. For example, this URI <http://services.odata.org/OData/OData.svc>, identifies the service document for a sample OData service.

In addition to feeds and entries, OData services can expose **Service Operations**, which are simple, service-specific functions that accept input parameters and return entries or complex/primitive values.

As shown by the examples noted above, OData services expose all these constructs (feeds, entries, properties within entries, links, service documents, and metadata documents) via URIs in one or more representation formats, which can be acted upon (query, update, insert, delete, and so on) by clients using basic HTTP requests.

In order to help clients discover the shape of an OData service, the structure of its resources, the known links between resources, and the Service Operations exposed, an OData service may also expose a **Service Metadata Document**. OData metadata documents describe the Entity Data Model (EDM) for a given service, which is the underlying abstract data model used by OData services to formalize the description of the resources it exposes. For example, the URI <http://services.odata.org/OData/OData.svc/$metadata> identifies the metadata document for a sample OData service.

**3. Metadata for OData Services**

OData services may provide two types of metadata documents to describe themselves.

As described above in [OData Basics](http://www.odata.org/developers/protocols/overview#ODataBasics), expose a **Service Document** that lists all the top-level feeds so clients can discover them and find out the addresses of each of them. The service document is typically available at the [Service Root URI](http://www.odata.org/developers/protocols/uri-conventions#ServiceRootUri) and may be formatted in Atom or JSON as described in [[OData: Atom]](http://www.odata.org/developers/protocols/atom-format) and [[OData: JSON]](http://odataweb/%7BlocalLink:1229%7D).

All data services may also expose a [Service Metadata Document](http://www.odata.org/developers/protocols/overview#ServiceMetadataDocument) that describes the data model (i.e. structure and organization of all the resources) exposed as HTTP endpoints by the service. The following sections describe the underlying data model used by OData services and its representation - the [Service Metadata Document](http://www.odata.org/developers/protocols/overview#ServiceMetadataDocument).

**4. Abstract Data Model**

This section provides a high-level description of the EDM, which is the underlying abstract data model used by OData services.

The use of the EDM as an underlying data model for the Open Data Protocol does not mandate that a particular data persistence format or implementation be used by an OData service. The only requirement to be an OData service is that the HTTP interface exposed by the service is consistent with the protocol described in this and the [associated documents](http://www.odata.org/developers/protocols/overview#Introduction).

An OData [Service Metadata Document](http://www.odata.org/developers/protocols/overview#ServiceMetadataDocument) describes its data in EDM terms using an XML language for describing models called the conceptual schema definition language (CSDL). The remainder of this section provides a brief description of the Entity Data Model and defines how EDM constructs are mapped to the resource types (feed, entry, media link entry, service operation, and so forth) described in the [OData Basics](http://www.odata.org/developers/protocols/overview#ODataBasics) section above.

**4.1. Entity Data Model (EDM) Overview**

The central concepts in the EDM are entities and associations. **Entities** are instances of **Entity Types** (for example, Customer, Employee, and so on) which are structured records consisting of named and typed properties and with a key. **Complex Types** are structured types also consisting of a list of properties but with no key, and thus can only exist as a property of a containing entity or as a temporary value. An **Entity Key** is formed from a subset of properties of the Entity Type. The Entity Key (for example, CustomerId or OrderId) is a fundamental concept for uniquely identifying instances of Entity Types and allowing Entity Type instances to participate in relationships. Entities are grouped in **Entity Sets** (for example, Customers is a set of Customer Entity Type instances).

**Associations** define the relationship between two or more Entity Types (for example, Employee WorksFor Department). Instances of associations are grouped in **Association Sets**. **Navigation Properties** are special properties on Entity Types which are bound to a specific association and can be used to refer to associations of an entity.

Finally, all instance containers (Entity Sets and Association Sets) are grouped in an **Entity Container**.

Putting the above paragraphs into OData terms, the feeds exposed by an OData service are represented by **Entity Sets** or a Navigation Property on an Entity Type that identifies a collection of entities. For example, the Entity Set identified by the URI http://services.odata.org/OData/OData.svc/Products or the collection of entities identified by the "Products" navigation property in http://services.odata.org/OData/OData.svc/Categories(1)/Products identifies a feed of entries exposed by the OData service.

Each Entry of an OData feed is described in the EDM by an **Entity Type** and each link between entries are described by a **Navigation Property**. OData resources are described in the table below.

|  |  |
| --- | --- |
| **OData Resource** | **Is Described in an Entity Data Model by** |
| Collection | * Entity Set * A navigation property on an entity type that identifies a collection of entities |
| Entry | * Entity Type * Note: Entity Types may be part of a type hierarchy |
| Property of an entry | * Primitive or Complex Entity Type Property |
| Complex Type | * Complex Type |
| Link | * A Navigation Property defined on an Entity Type |
| Service Operation | * Function Import |

**5. Service Metadata Document**

A Service Metadata Document describes the [data model](http://www.odata.org/developers/protocols/overview#AbstractDataModel) (i.e. structure and organization of all the resources) exposed as HTTP endpoints by the service. A Service Metadata Document describes its data in [EDM](http://www.odata.org/developers/protocols/overview#EntityDataModel) terms using an XML language for describing models called the Conceptual Schema Definition Language (CSDL). CSDL is fully described in [[CSDL]](http://www.odata.org/media/6652/%5bmc-csdl%5d%5b1%5d.htm). When exposed by an OData service as a Service Metadata Document, the CSDL document is packed using the format described in [[EDMX]](http://www.odata.org/media/5986/%5bmc-edmx%5d.htm).

An example Service Metadata Document that describes three Entity Types (Categories, Products and Suppliers), the relationships among them and one "ProductsByRating" Service Operation is accessible at <http://services.odata.org/OData/OData.svc/$metadata> .

CSDL annotations are used to describe OData specific extensions to CSDL. Those annotations (represented as attributes in the [OData metadata namespace](http://www.odata.org/developers/protocols/terminology#ODataMetadataNS)) are described in the table below. Note: additional Atom format specific CSDL annotations are defined in [[OData: Atom]](http://www.odata.org/developers/protocols/atom-format).

|  |  |
| --- | --- |
| **Annotation** | **Description** |
| IsDefaultEntityContainer | A CSDL document may include many [Entity Containers](http://www.odata.org/developers/protocols/terminology#EntityContainer); this attribute is used by data services to indicate the default container. As described in [[OData:URI]](http://www.odata.org/developers/protocols/uri-conventions), Entities in the default container do not need to be container-qualified when addressed in URIs.  This attribute may be present on any element in a CSDL document  Values: true | false |
| DataServiceVersion | Indicates the version of the OData annotations used in the [Service Metadata Document](http://www.odata.org/developers/protocols/overview#ServiceMetadataDocument). Consumers of a data service metadata endpoint should first read this attribute value to determine if they can safely interpret all constructs within the document.  This attribute should be present on all elements. |
| HasStream | This attribute is used on an element to state that the Entity Type is describing a Media Link Entry in the associated OData service.  Values: true | false |
| MimeType | This attribute is used on a element to state the mime type of the property value. This mime type is used as the value of the Content-Type response header when the ["raw" value](http://www.odata.org/developers/protocols/uri-conventions#AddressingEntries) of the property is retrieved. |
| HttpMethod | This attribute is used on a element which describes a Service Operation exposed by the OData service. The value of this attribute specifies the HTTP method to be used when [invoking the Service Operation](http://www.odata.org/developers/protocols/operations#InvokeServiceOperation) as described in [[OData:Operations]](http://www.odata.org/developers/protocols/operations). |

**6. Primitive Data Types**

The Abstract Type System used to define the primitive types supported by OData is defined in detail in [MC-CSDL] (section 2.2.1). Table 2 summaries the set of primitive types supported as well as how each MUST be represented when used in an OData URI or HTTP header. Primitive type representations in request and response payloads are defined in the [[OData:Atom]](http://www.odata.org/developers/protocols/atom-format) and [[OData:JSON]](http://www.odata.org/developers/protocols/json-format) specifications.

|  |  |  |
| --- | --- | --- |
| **Primitive Types** | **Literal Form** | **Example** |
| **Null**  Represents the absence of a value | null | Example 1: null |
| **Edm.Binary**  Represent fixed- or variable- length binary data | binary'[A-Fa-f0-9][A-Fa-f0-9]\*' OR X '[A-Fa-f0-9][A-Fa-f0-9]\*' NOTE: X and binary are case sensitive. Spaces are not allowed between binary and the quoted portion. Spaces are not allowed between X and the quoted portion. Odd pairs of hex digits are not allowed. | Example 1: X'23AB' Example 2: binary'23ABFF' |
| **Edm.Boolean**  Represents the mathematical concept of binary-valued logic | true | false | Example 1: true Example 2: false |
| **Edm.Byte**  Unsigned 8-bit integer value | [A-Fa-f0-9]+ | Example 1: FF |
| **Edm.DateTime**  Represents date and time with values ranging from 12:00:00 midnight, January 1, 1753 A.D. through 11:59:59 P.M, December 9999 A.D. | datetime'yyyy-mm-ddThh:mm[:ss[.fffffff]]' NOTE: Spaces are not allowed between datetime and quoted portion. datetime is case-insensitive | Example 1: datetime'2000-12-12T12:00' |
| **Edm.Decimal**  Represents numeric values with fixed precision and scale. This type can describe a numeric value ranging from negative 10^255 + 1 to positive 10^255 -1 | decimal'[0-9]+.[0-9]+' | Example 1: decimal'2.345' |
| **Edm.Double**  Represents a floating point number with 15 digits precision that can represent values with approximate range of Â± 2.23e -308 through Â± 1.79e +308 | [0-9]+ ((.[0-9]+) | [E[+ | -][0-9]+]) | Example 1: 1E+10 Example 2: 2.029 Example 3: 2.0 |
| **Edm.Single**  Represents a floating point number with 7 digits precision that can represent values with approximate range of Â± 1.18e -38 through Â± 3.40e +38 | [0-9]+.[0-9]+f | Example 1: 2.0f |
| **Edm.Guid**  Represents a 16-byte (128-bit) unique identifier value | guid'dddddddd-dddd-dddd-dddd-dddddddddddd' where each d represents [A-Fa-f0-9] | Example 1: guid'12345678-aaaa-bbbb-cccc-ddddeeeeffff' |
| **Edm.Int16**  Represents a signed 16-bit integer value | [-][0-9]+ | Example 1: 16 Example 2: -16 |
| **Edm.Int32**  Represents a signed 32-bit integer value | [-] [0-9]+ | Example 1: 32 Example 2: -32 |
| **Edm.Int64**  Represents a signed 64-bit integer value | [-] [0-9]+L | Example 1: 64L Example 2: -64L |
| **Edm.SByte**  Represents a signed 8-bit integer value | [-] [0-9]+ | Example 1: 8 Example 2: -8 |
| **Edm.String**  Represents fixed- or variable-length character data | '<any UTF-8 character>' Note: See definition of UTF8-char in [[RFC3629]](http://tools.ietf.org/html/rfc3629) | Example 1: 'Hello OData' |
| **Edm.Time**  Represents the time of day with values ranging from 0:00:00.x to 23:59:59.y, where x and y depend upon the precision | time'<timeLiteral>' timeLiteral = Defined by the lexical representation for time at <http://www.w3.org/TR/xmlschema-2> | Example 1: 13:20:00 |
| **Edm.DateTimeOffset**  Represents date and time as an Offset in minutes from GMT, with values ranging from 12:00:00 midnight, January 1, 1753 A.D. through 11:59:59 P.M, December 9999 A.D | datetimeoffset'<dateTimeOffsetLiteral>' dateTimeOffsetLiteral = Defined by the lexical representation for datetime (including timezone offset) at <http://www.w3.org/TR/xmlschema-2> | Example 1: 2002-10-10T17:00:00Z |

**7. Protocol Versioning**

This document defines versions 1.0 and 2.0 of the Open Data Protocol (OData). Version 2.0 is a superset of the functionality available in Version 1.0. The majority of this document applies to both versions of OData. Any constructs or semantics that only exist in v2.0 are explicitly denoted as such.

OData is comprised of URL conventions, payload conventions, and HTTP interaction semantics. The OData protocol rules governing these three areas are versioned in a single OData protocol version number. The OData versioning scheme ensures that clients and servers do not misinterpret a request/response and that servers work as seamlessly as possible with clients that support a lower version number of the protocol. OData does not require all clients and servers that wish to interact to speak the same version of the OData protocol.

**7.1. Capability Negotiation**

OData supports limited capability negotiation using the DataServiceVersion and MaxDataServiceVersion version request headers and the DataServiceVersion response header. While not mandated on each request/response, clients and servers are highly encouraged to include these headers with all requests and responses to ensure no misinterpretation occurs.

**7.1.1. Request Versioning**

On a request from the client to an OData service, the DataServiceVersion and MaxDataServiceVersion version headers may be specified. If present on the request, the DataServiceVersion header value states the version of the Open Data Protocol used by the client to generate the request. If no DataServiceVersion header is provided, then the server must assume a value equal to the maximum version number the server supports.

If present on the request, the MaxDataServiceVersion header value specifies the maximum version number the client can accept in a response. A client should set this value to the maximum version number of the protocol it is able to interpret. If the header is not present in a request, the server must assume the same version number as that specified by the DataServiceVersion header. If a DataServiceVersion header is not present, then the server should assume the client can interpret the maximum version number that the server can interpret.

When the server receives a request, it must validate that the version number specified in the DataServiceVersion header (or derived value if the header is not present) is less than or equal to the maximum version number it supports. If it is not, then the server must return a response with a 4xx response code. The server should also return a description of the error using the OData XML-based error format in or OData JSON error format, as described in [[OData:Atom]](http://www.odata.org/developers/protocols/atom-format) and [[OData:JSON]](http://www.odata.org/developers/protocols/json-format).

In addition, a server must validate that the version number specified in the MaxDataServiceVersion header (or derived value if the header is not present) is greater than or equal to the minimum version number the server needs to use to generate the response. If it is not, then the server must return an error response using the OData XML error format or OData JSON error format, as described in [[OData:Atom]](http://www.odata.org/developers/protocols/atom-format) and [[OData:JSON]](http://www.odata.org/developers/protocols/json-format).

**7.1.2. Response Versioning**

On a response from server to client, the DataServiceVersion header should be specified. The value states the OData version the server used to generate the request and that should be used by the client to determine if it can correctly interpret the response (that is, the value is not larger than the value of the MaxDataServiceVersion header sent in the associated request). The value of the header should be the lowest version of the protocol the server can use to fulfill the request.

**8. Security Considerations**

The Open Data Protocol is based on HTTP, AtomPub, and JSON and thus is subject to the security considerations applicable to each of those technologies. OData implementers are encouraged to review:

* [HTTP [RFC 2616], Section 15](http://tools.ietf.org/html/rfc2616#section-15)
* [AtomPub [RFC5023], Section 15](http://tools.ietf.org/html/rfc5023#section-15)
* [JSON [RFC4627], Section 6](http://tools.ietf.org/html/rfc4627#section-6)

The Open Data Protocol does not define a new scheme for authentication or authorization. Instead, implementers of OData services may opt to use the authentication and authorization technologies that fit best with their target scenario.

The use of authentication mechanisms to prevent the insertion or editing of resources exposed by an OData service by unknown or unauthorized clients is recommended but not required.

**OData: URI Conventions**

**Introduction**

The Open Data Protocol (OData) enables the creation of REST-based data services, which allow resources, identified using Uniform Resource Identifiers (URIs) and defined in a [data model](http://www.odata.org/developers/protocols/overview#ODataBasics), to be published and edited by Web clients using simple HTTP messages. This specification defines a set of recommended (but not required) rules for constructing URIs to identify the data and metadata exposed by an OData server as well as a set of reserved URI query string operators, which if accepted by an OData server, MUST be implemented as required by this document.

The [[OData:Atom]](http://www.odata.org/developers/protocols/atom-format) and [[OData:JSON]](http://www.odata.org/developers/protocols/json-format) documents specify the format of the resource representations that are exchanged using OData and the [[OData:Operations]](http://www.odata.org/developers/protocols/operations) document describes the actions that can be performed on the URIs (optionally constructed following the conventions defined in this document) embedded in those representations.

It is encouraged that servers follow the URI construction conventions defined in this specification when possible as such consistency promotes an ecosystem of reusable client components and libraries.

The terms used in this document are defined in the [[OData: Terms]](http://www.odata.org/developers/protocols/terminology) document.
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**1. URI Components**

A URI used by an OData service has up to three significant parts: the [service root URI](http://www.odata.org/developers/protocols/uri-conventions#ServiceRootUri), [resource path](http://www.odata.org/developers/protocols/uri-conventions#ResourcePath) and [query string options](http://www.odata.org/developers/protocols/uri-conventions#QueryStringOptions). Additional URI constructs (such as a fragment) MAY be present in a URI used by an OData service; however, this specification applies no further meaning to such additional constructs.
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The following are two example URIs broken down into their component parts:

http://services.odata.org/OData/OData.svc

\\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_/

|

service root URI

http://services.odata.org/OData/OData.svc/Category(1)/Products?$top=2&$orderby=name

\\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_/ \\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_/ \\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_/

| | |

service root URI resource path query options

**2. Service Root URI**

The service root URI identifies the root of an OData service. The resource identified by this URI MUST be an AtomPub Service Document (as specified in [RFC5023]) and follow the OData conventions for AtomPub Service Documents (or an alternate representation of an Atom Service Document if a different format is requested). OData: JSON Format specifies such an alternate JSON-based representation of a service document. The service document is required to be returned from the root of an OData service to provide clients with a simple mechanism to enumerate all of the collections of resources available for the data service.

|  |  |
| --- | --- |
| **Example Request URI** | **OData Service URI** |
| http://services.odata.org:8080 | http://services.odata.org:8080 |
| <http://services.odata.org/OData/OData.svc/Categories> | <http://services.odata.org/OData/OData.svc/> |

**3. Resource Path**

The resource path construction rules defined in this section are optional. OData servers are encouraged to follow the URI path construction rules (in addition to the required query string rules) as such consistency promotes a rich ecosystem of reusable client components and libraries.

The resource path section of a URI identifies the resource to be interacted with (such as Customers, a single Customer, Orders related to Customers in London, and so forth). The resource path enables any aspect of the data model (Collections of Entries, a single Entry, Properties, Links, Service Operations, and so on) exposed by an OData service to be addressed.

**3.1. Addressing Entries**

The basic rules for addressing a Collection (of Entries), a single Entry within a Collection, as well as a property of an Entry are illustrated in the figure below.
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* **Collection**: The name of a Collection or Service Operation (which returns a Collection of Entries) exposed by the service.
* **KeyPredicate**: A predicate that identifies the value(s) of the key Properties of an Entry. If the Entry has a single key Property the predicate may include only the value of the key Property. If the key is made up of two or more Properties, then its value must be stated using name/value pairs. More precisely, the syntax for a KeyPredicate is shown by the following figure.

![http://www.odata.org/images/keyPredicate.png](data:image/png;base64,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)

* **NavPropSingle**: The name of a Navigation Property defined by the Entry associated with the prior path segment. The Navigation Property must identify a single entity (that is, have a "to 1" relationship).
* **NavPropCollection**: Same as NavPropSingle except it must identify a Collection of Entries (that is, have a "to many" relationship).
* **ComplexType**: The name of a declared or dynamic Property of the Entry or Complex Type associated with the prior path segment.
* **Property:** The name of a declared or dynamic Property of the Entry or Complex Type associated with the prior path segment.

For OData services conformant with the addressing conventions in this section, the canonical form of an absolute URI identifying a single Entry is formed by adding a single path segment to the service root URI. The path segment is made up of the name of the Collection associated with the Entry followed by the key predicate identifying the Entry within the Collection. For example the URIs [http://services.odata.org/OData/OData.svc/Categories(1)/Products(1)](http://services.odata.org/OData/OData.svc/Categories%281%29/Products%281%29) and [http://services.odata.org/OData/OData.svc/Products(1)](http://services.odata.org/OData/OData.svc/Products%281%29) represent the same Entry, but the canonical URI for the Entry is [http://services.odata.org/OData/OData.svc/Products(1)](http://services.odata.org/OData/OData.svc/Products%281%29).

Examples

The example URIs below follow the addressing rules stated above and are based on the reference service and its [service metadata document](http://www.odata.org/developers/protocols/overview#ServiceMetadataDocument) available at <http://services.odata.org/OData/OData.svc/> and <http://services.odata.org/OData/OData.svc/$metadata>.

<http://services.odata.org/OData/OData.svc/Categories>

* Identifies all Categories Collection.
* Is described by the Entity Set named "Categories" in the service metadata document.

[http://services.odata.org/OData/OData.svc/Categories(1)](http://services.odata.org/OData/OData.svc/Categories%281%29)

* Identifies a single Category Entry with key value 1.
* Is described by the Entity Type named "Categories" in the service metadata document.

[http://services.odata.org/OData/OData.svc/Categories(1)/Name](http://services.odata.org/OData/OData.svc/Categories%281%29/Name)

* Identifies the Name property of the Categories Entry with key value 1.
* Is described by the Property named "Name" on the "Categories" Entity Type in the service metadata document.

[http://services.odata.org/OData/OData.svc/Categories(1)/Products](http://services.odata.org/OData/OData.svc/Categories%281%29/Products)

* Identifies the collection of Products associated with Category Entry with key value 1.
* Is described by the Navigation Property named "Products" on the "Category" Entity Type in the service metadata document.

[http://services.odata.org/OData/OData.svc/Categories(1)/Products/$count](http://services.odata.org/OData/OData.svc/Categories%281%29/Products/$count)

* Identifies the number of Product Entries associated with Category 1.
* Is described by the Navigation Property named "Products" on the "Category" Entity Type in the service metadata document.

[http://services.odata.org/OData/OData.svc/Categories(1)/Products(1)/Supplier/Address/City](http://services.odata.org/OData/OData.svc/Categories%281%29/Products%281%29/Supplier/Address/City)

* Identifies the City of the Supplier for Product 1 which is associated with Category 1.
* Is described by the Property named "City" on the "Address" Complex Type in the service metadata document.

[http://services.odata.org/OData/OData.svc/Categories(1)/Products(1)/Supplier/Address/City/$value](http://services.odata.org/OData/OData.svc/Categories%281%29/Products%281%29/Supplier/Address/City/$value)

* Same as the URI above, but identifies the "raw value" of the City property.

**3.2. Addressing Links between Entries**

Much like the use of links on Web pages, the data model used by OData services supports relationships as a first class construct. For example, an OData service could expose a Collection of Products Entries each of which are related to a Category Entry.

Associations between Entries are addressable in OData just like Entries themselves are (as described above). The basic rules for addressing relationships are shown in the following figure.

![http://www.odata.org/images/addressingRelationships.png](data:image/png;base64,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)

* **NavigationProperty**: The name of a Navigation Property that is declared on the Entry associated with the path segment prior to the "$links" segment.

Examples

The example URIs below follow the addressing rules stated above and are based on the reference service and its [service metadata document](http://www.odata.org/developers/protocols/overview#ServiceMetadataDocument) available at <http://services.odata.org/OData/OData.svc/> and <http://services.odata.org/OData/OData.svc/$metadata>.

[http://services.odata.org/OData/OData.svc/Categories(1)/$links/Products](http://services.odata.org/OData/OData.svc/Categories%281%29/$links/Products)

* Identifies the set of Products related to Category 1.
* Is described by the Navigation Property named "Products" on the "Category" Entity Type in the associated service metadata document.

[http://services.odata.org/OData/OData.svc/Products(1)/$links/Category](http://services.odata.org/OData/OData.svc/Products%281%29/$links/Category)

* Identifies the Category related to Product 1.
* Is described by the Navigation Property named "Category" on the "Product" Entity Type in the associated service metadata document.

**3.3. Addressing Service Operations**

OData services can expose Service Operations which, like Entries, are identified using a URI. Service Operations are simple functions exposed by an OData service whose semantics are defined by the author of the function. A Service Operation can accept primitive type input parameters and can be defined to return a single primitive, single complex type, collection of primitives, collection of complex types, a single Entry, a Collection of Entries, or void. The basic rules for constructing URIs to address Service Operations and to pass parameters to them are illustrated in the following figure.

![http://www.odata.org/images/addressingServiceOperations.png](data:image/png;base64,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)

* **ServiceRootUri**: The [service root URI](http://www.odata.org/developers/protocols/uri-conventions#ServiceRootUri) identifies the root of the OData service.
* **ServiceOperation**: The name of a Service Operation exposed by an OData service.
* **ParamName**: The name of a parameter accepted by the Service Operation. If the Service Operation accepts multiple parameters, the order of the parameters in the query string of the URI is insignificant.
* **ParamValue**: The value of the parameter. The format of the value is defined by the literal form column of the table in the [Abstract Types](http://www.odata.org/developers/protocols/overview#AbstractTypeSystem) section of [[OData:Core]](http://www.odata.org/developers/protocols/overview) (the OData overview specification) .

Examples

The example URIs below follow the addressing rules stated above and are based on the reference service and its [service metadata document](http://www.odata.org/developers/protocols/overview#ServiceMetadataDocument) available at <http://services.odata.org/OData/OData.svc/> and <http://services.odata.org/OData/OData.svc/$metadata>.

[http://services.odata.org/OData/OData.svc/ProductsByColor?color='red'](http://services.odata.org/OData/OData.svc/ProductsByColor?color=%27red%27)

* Identifies the ProductByColor Service Operation and passes it a single string parameter. Since Service Operations are just functions, their semantics are up to the implementer of the function. In this case the Service Operation returns all the red Products.
* Is described by the Function Import named "ProductsByColor" that accepts a single string parameter named "color" in the service metadata document.

[http://services.odata.org/OData/OData.svc/ProductsByColor(3)/Category/Name?color='red](http://services.odata.org/OData/OData.svc/ProductsByColor%283%29/Category/Name?color=%27red)'

* Identifies the same function as the example above; however, since the function returns a collection of Entries (here, Products) it acts as a pseudo Collection in that additional path segments may follow identifying Entries or Links from the Entries within the pseudo Collection identified by the Service Operation. In this case, the result of the function is treated as a Collection of Entries, as described by the prior Addressing Entries section.
* Is described in the service metadata document by:
  + The Function Import named "ProductsByColor" that accepts a single string parameter named "color".
  + The "Category" Navigation Property on the "Product" Entity Type.
  + The "Name" property on the "Category" Entity Type.

[http://services.odata.org/OData/OData.svc/ProductsByColor?color='red'&param=foo](http://services.odata.org/OData/OData.svc/ProductsByColor?color=%27red%27&param=foo)

* Same as the example below, except an additional parameter (param) is specified. Since the function does not define an input parameter named param, this parameter is ignored and not considered part of the function invocation.

<http://services.odata.org/OData/OData.svc/ProductColors>

* Identifies the ProductColors Service Operation that accepts no parameters.
* Is described by the Function Import named "ProductColors" in the service metadata document. This function returns a collection of strings.

**4. Query String Options**

The Query Options section of an OData URI specifies three types of information: [System Query Options](http://www.odata.org/developers/protocols/uri-conventions#SystemQueryOptions), [Custom Query Options](http://www.odata.org/developers/protocols/uri-conventions#CustomerQueryOptions), and [Service Operation Parameters](http://www.odata.org/developers/protocols/uri-conventions#ServiceOperationParameters). All OData services must follow the query string parsing and construction rules defined in this section and its subsections.

**4.1. System Query Options**

System Query Options are query string parameters a client may specify to control the amount and order of the data that an OData service returns for the resource identified by the URI. The names of all System Query Options are prefixed with a "$" character.

An OData service may support some or all of the System Query Options defined. If a data service does not support a System Query Option, it must reject any requests which contain the unsupported option as defined by the request processing rules in [[OData:Operations]](http://www.odata.org/developers/protocols/operations).

**4.2. Orderby System Query Option ($orderby)**

A data service URI with a $orderby System Query Option specifies an expression for determining what values are used to order the collection of Entries identified by the Resource Path section of the URI. This query option is only supported when the resource path identifies a Collection of Entries.

The $orderby section of the normative OData specification outlines the full expression syntax supported by this query option. The examples below represent the most commonly supported subset of that expression syntax.

Examples

<http://services.odata.org/OData/OData.svc/Products?$orderby=Rating>

* All Product Entries returned in ascending order when sorted by the Rating Property.

[http://services.odata.org/OData/OData.svc/Products?$orderby=Rating asc](http://services.odata.org/OData/OData.svc/Products?$orderby=Rating%20asc)

* Same as the example above.

[http://services.odata.org/OData/OData.svc/Products?$orderby=Rating,Category/Name desc](http://services.odata.org/OData/OData.svc/Products?$orderby=Rating,Category/Name%20desc)

* Same as the URI above except the set of Products is subsequently sorted (in descending order) by the Name property of the related Category Entry.

**4.3. Top System Query Option ($top)**

A data service URI with a $top System Query Option identifies a subset of the Entries in the Collection of Entries identified by the Resource Path section of the URI. This subset is formed by selecting only the first N items of the set, where N is a positive integer specified by this query option. If a value less than 0 is specified, the URI should be considered malformed.

If the data service URI contains a $top query option, but does not contain a $orderby option, then the Entries in the set needs to first be fully ordered by the data service. While no ordering semantics are mandated, to ensure repeatable results, a data service must always use the same semantics to obtain a full ordering across requests.

Examples

<http://services.odata.org/OData/OData.svc/Products?$top=5>

* The first 5 Product Entries returned where the Collection of Products are sorted using a scheme determined by the OData service.

[http://services.odata.org/OData/OData.svc/Products?$top=5&$orderby=Name desc](http://services.odata.org/OData/OData.svc/Products?$top=5&$orderby=Name%20desc%20%20%0d)

* The first 5 Product Entries returned in descending order when sorted by the Name property.

**4.4. Skip System Query Option ($skip)**

A data service URI with a $skip System Query Option identifies a subset of the Entries in the Collection of Entries identified by the Resource Path section of the URI. That subset is defined by seeking N Entries into the Collection and selecting only the remaining Entries (starting with Entry N+1). N is a positive integer as specified by this query option. If a value less than 0 is specified, the URI should be considered malformed.

If the data service URI contains a $skip query option, but does not contain a $orderby option, then the Entries in the Collection must first be fully ordered by the data service. While no ordering semantics are mandated, to ensure repeatable results a data service must always use the same semantics to obtain a full ordering across requests.

Examples

[http://services.odata.org/OData/OData.svc/Categories(1)/Products?$skip=2](http://services.odata.org/OData/OData.svc/Categories%281%29/Products?$skip=2)

* The set of Product Entries (associated with the Category Entry identified by key value 1) starting with the third product.

<http://services.odata.org/OData/OData.svc/Products?$skip=2&$top=2&$orderby=Rating>

* The third and fourth Product Entry from the collection of all products when the collection is sorted by Rating (ascending).

**4.5. Filter System Query Option ($filter)**

A URI with a $filter System Query Option identifies a subset of the Entries from the Collection of Entries identified by the [Resource Path](http://www.odata.org/developers/protocols/uri-conventions#ResourcePath) section of the URI. The subset is determined by selecting only the Entries that satisfy the predicate expression specified by the query option.

The expression language that is used in $filter operators supports references to properties and literals. The literal values can be strings enclosed in single quotes, numbers and boolean values (true or false) or any of the additional literal representations shown in the [Abstract Type System](http://www.odata.org/developers/protocols/overview#AbstractDataModel) section.

Note: The $filter section of the normative OData specification provides an ABNF grammar for the expression language supported by this query option.

The operators supported in the expression language are shown in the following table.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| Logical Operators | | |
| Eq | Equal | /Suppliers?$filter=Address/City eq 'Redmond' |
| Ne | Not equal | /Suppliers?$filter=Address/City ne 'London' |
| Gt | Greater than | /Products?$filter=Price gt 20 |
| Ge | Greater than or equal | /Products?$filter=Price ge 10 |
| Lt | Less than | /Products?$filter=Price lt 20 |
| Le | Less than or equal | /Products?$filter=Price le 100 |
| And | Logical and | /Products?$filter=Price le 200 and Price gt 3.5 |
| Or | Logical or | /Products?$filter=Price le 3.5 or Price gt 200 |
| Not | Logical negation | /Products?$filter=not endswith(Description,'milk') |
| Arithmetic Operators | | |
| Add | Addition | /Products?$filter=Price add 5 gt 10 |
| Sub | Subtraction | /Products?$filter=Price sub 5 gt 10 |
| Mul | Multiplication | /Products?$filter=Price mul 2 gt 2000 |
| Div | Division | /Products?$filter=Price div 2 gt 4 |
| Mod | Modulo | /Products?$filter=Price mod 2 eq 0 |
| Grouping Operators | | |
| ( ) | Precedence grouping | /Products?$filter=(Price sub 5) gt 10 |

In addition to operators, a set of functions are also defined for use with the filter query string operator. The following table lists the available functions. Note: ISNULL or COALESCE operators are not defined. Instead, there is a null literal which can be used in comparisons.

|  |  |
| --- | --- |
| **Function** | **Example** |
| **String Functions** |  |
| **bool substringof(string po, string p1)** | [http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=substringof('Alfreds', CompanyName) eq true](http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=substringof%28%27Alfreds%27,%20CompanyName%29%20eq%20true) |
| **bool endswith(string p0, string p1)** | [http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=endswith(CompanyName, 'Futterkiste') eq true](http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=endswith%28CompanyName,%20%27Futterkiste%27%29%20eq%20true) |
| **bool startswith(string p0, string p1)** | [http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=startswith(CompanyName, 'Alfr') eq true](http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=startswith%28CompanyName,%20%27Alfr%27%29%20eq%20true) |
| **int length(string p0)** | [http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=length(CompanyName) eq 19](http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=length%28CompanyName%29%20eq%2019) |
| **int indexof(string p0, string p1)** | [http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=indexof(CompanyName, 'lfreds') eq 1](http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=indexof%28CompanyName,%20%27lfreds%27%29%20eq%201) |
| **string replace(string p0, string find, string replace)** | [http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=replace(CompanyName, ' ', '') eq 'AlfredsFutterkiste'](http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=replace%28CompanyName,%20%27%20%27,%20%27%27%29%20eq%20%27AlfredsFutterkiste%27) |
| **string substring(string p0, int pos)** | [http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=substring(CompanyName, 1) eq 'lfreds Futterkiste'](http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=substring%28CompanyName,%201%29%20eq%20%27lfreds%20Futterkiste%27) |
| **string substring(string p0, int pos, int length)** | [http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=substring(CompanyName, 1, 2) eq 'lf'](http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=substring%28CompanyName,%201,%202%29%20eq%20%27lf%27) |
| **string tolower(string p0)** | [http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=tolower(CompanyName) eq 'alfreds futterkiste'](http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=tolower%28CompanyName%29%20eq%20%27alfreds%20futterkiste%27) |
| **string toupper(string p0)** | [http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=toupper(CompanyName) eq 'ALFREDS FUTTERKISTE'](http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=toupper%28CompanyName%29%20eq%20%27ALFREDS%20FUTTERKISTE%27) |
| **string trim(string p0)** | [http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=trim(CompanyName) eq 'Alfreds Futterkiste'](http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=trim%28CompanyName%29%20eq%20%27Alfreds%20Futterkiste%27) |
| **string concat(string p0, string p1)** | [http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=concat(concat(City, ', '), Country) eq 'Berlin, Germany'](http://services.odata.org/Northwind/Northwind.svc/Customers?$filter=concat%28concat%28City,%20%27,%20%27%29,%20Country%29%20eq%20%27Berlin,%20Germany%27) |
| **Date Functions** |  |
| **int day(DateTime p0)** | [http://services.odata.org/Northwind/Northwind.svc/Employees?$filter=day(BirthDate) eq 8](http://services.odata.org/Northwind/Northwind.svc/Employees?$filter=day%28BirthDate%29%20eq%208) |
| **int hour(DateTime p0)** | [http://services.odata.org/Northwind/Northwind.svc/Employees?$filter=hour(BirthDate) eq 0](http://services.odata.org/Northwind/Northwind.svc/Employees?$filter=hour%28BirthDate%29%20eq%200) |
| **int minute(DateTime p0)** | [http://services.odata.org/Northwind/Northwind.svc/Employees?$filter=minute(BirthDate) eq 0](http://services.odata.org/Northwind/Northwind.svc/Employees?$filter=minute%28BirthDate%29%20eq%200) |
| **int month(DateTime p0)** | [http://services.odata.org/Northwind/Northwind.svc/Employees?$filter=month(BirthDate) eq 12](http://services.odata.org/Northwind/Northwind.svc/Employees?$filter=month%28BirthDate%29%20eq%2012) |
| **int second(DateTime p0)** | [http://services.odata.org/Northwind/Northwind.svc/Employees?$filter=second(BirthDate) eq 0](http://services.odata.org/Northwind/Northwind.svc/Employees?$filter=second%28BirthDate%29%20eq%200) |
| **int year(DateTime p0)** | [http://services.odata.org/Northwind/Northwind.svc/Employees?$filter=year(BirthDate) eq 1948](http://services.odata.org/Northwind/Northwind.svc/Employees?$filter=year%28BirthDate%29%20eq%201948) |
| **Math Functions** |  |
| **double round(double p0)** | [http://services.odata.org/Northwind/Northwind.svc/Orders?$filter=round(Freight) eq 32](http://services.odata.org/Northwind/Northwind.svc/Orders?$filter=round%28Freight%29%20eq%2032) |
| **decimal round(decimal p0)** | [http://services.odata.org/Northwind/Northwind.svc/Orders?$filter=round(Freight) eq 32](http://services.odata.org/Northwind/Northwind.svc/Orders?$filter=round%28Freight%29%20eq%2032) |
| **double floor(double p0)** | [http://services.odata.org/Northwind/Northwind.svc/Orders?$filter=filter=round(Freight) eq 32](http://services.odata.org/Northwind/Northwind.svc/Orders?$filter=round%28Freight%29%20eq%2032) |
| **decimal floor(decimal p0)** | [http://services.odata.org/Northwind/Northwind.svc/Orders?$filter=floor(Freight) eq 32](http://services.odata.org/Northwind/Northwind.svc/Orders?$filter=floor%28Freight%29%20eq%2032) |
| **double ceiling(double p0)** | [http://services.odata.org/Northwind/Northwind.svc/Orders?$filter=ceiling(Freight) eq 33](http://services.odata.org/Northwind/Northwind.svc/Orders?$filter=ceiling%28Freight%29%20eq%2033) |
| **decimal ceiling(decimal p0)** | [http://services.odata.org/Northwind/Northwind.svc/Orders?$filter=floor(Freight) eq 33](http://services.odata.org/Northwind/Northwind.svc/Orders?$filter=floor%28Freight%29%20eq%2033) |
| **Type Functions** |  |
| **bool IsOf(type p0)** | [http://services.odata.org/Northwind/Northwind.svc/Orders?$filter=isof('NorthwindModel.Order')](http://services.odata.org/Northwind/Northwind.svc/Orders?$filter=isof%28%27NorthwindModel.Order%27%29) |
| **bool IsOf(expression p0, type p1)** | [http://services.odata.org/Northwind/Northwind.svc/Orders?$filter=isof(ShipCountry, 'Edm.String')](http://services.odata.org/Northwind/Northwind.svc/Orders?$filter=isof%28ShipCountry,%20%27Edm.String%27%29) |

**4.6. Expand System Query Option ($expand)**

A URI with a $expand System Query Option indicates that Entries associated with the Entry or Collection of Entries identified by the Resource Path section of the URI must be represented inline (i.e. eagerly loaded). For example, if you want to identify a category and its products, you could use two URIs (and execute two requests), one for /Categories(1) and one for /Categories(1)/Products. The '$expand' option allows you to identify related Entries with a single URI such that a graph of Entries could be retrieved with a single HTTP request.

The syntax of a $expand query option is a comma-separated list of Navigation Properties. Additionally each Navigation Property can be followed by a forward slash and another Navigation Property to enable identifying a multi-level relationship.

Note: The $filter section of the normative OData specification provides an ABNF grammar for the expression language supported by this query option.

Examples

<http://services.odata.org/OData/OData.svc/Categories?$expand=Products>

* Identifies the Collection of Categories as well as each of the Products associated with each Category.
* Is described by the Entity Set named "Categories" and the "Products" Navigation Property on the "Category" Entity Type in the service metadata document.

<http://services.odata.org/OData/OData.svc/Categories?$expand=Products/Suppliers>

* Identifies the Collection of Categories as well as each of the Products associated with each Category. In addition, the URI also indentifies the Suppliers associated with each Product.
* Is described by the Entity Set named "Categories", the "Products" Navigation Property on the "Category" Entity Type, and the "Suppliers" Navigation Property on the "Product" Entity Type in the service metadata document.

<http://services.odata.org/OData/OData.svc/Products?$expand=Category,Suppliers>

* Identifies the set of Products as well as the category and suppliers associated with each product.
* Is described by the Entity Set named "Products" as well as the "Category" and "Suppliers" Navigation Property on the "Product" Entity Type in the service metadata document.

**4.7. Format System Query Option ($format)**

A URI with a $format System Query Option specifies that a response to the request MUST use the media type specified by the query option. If the $format query option is present in a request URI it takes precedence over the value(s) specified in the Accept request header. Valid values for the $format query string option are listed in the following table.

|  |  |
| --- | --- |
| **$format Value** | **Response Media Type** |
| Atom | application/atom+xml |
| Xml | application/xml |
| Json | application/json |
| Any other IANA-defined content type | Any IANA-defined content type |
| A service-specific value indicating a format specific to the specific OData service | Any IANA-defined content type |

Examples

<http://services.odata.org/OData/OData.svc/Products?$format=atom>

* Identifies all Product Entries represented using the AtomPub format as defined in [[OData:Atom]](http://www.odata.org/developers/protocols/atom-format)

<http://services.odata.org/OData/OData.svc/Products?$format=json>

* Identifies all Product Entries represented using the JSON format as defined in [[OData:JSON]](http://www.odata.org/developers/protocols/json-format)

**4.8. Select System Query Option ($select)**

A data service URI with a $select System Query Option identifies the same set of Entries as a URI without a $select query option; however, the value of $select specifies that a response from an OData service should return a subset of the Properties which would have been returned had the URI not included a $select query option.

Version Note: This query option is only supported in OData version 2.0 and above.

The value of a $select System Query Option is a comma-separated list of selection clauses. Each selection clause may be a Property name, Navigation Property name, or the "\*" character. The following set of examples uses the data sample data model available at <http://services.odata.org/OData/OData.svc/$metadata> to describe the semantics for a base set of URIs using the $select system query option. From these base cases, the semantics of longer URIs are defined by composing the rules below.

Examples

<http://services.odata.org/OData/OData.svc/Products?$select=Price,Name>

* In a response from an OData service, only the Price and Name Property values are returned for each Product Entry within the Collection of products identified.
* If the $select query option had listed a Property that identified a Complex Type, then all Properties defined on the Complex Type must be returned.

<http://services.odata.org/OData/OData.svc/Products?$select=Name,Category>

* In a response from an OData service only the Name Property value and a link to the related Category Entry should be returned for each product.

<http://services.odata.org/OData/OData.svc/Categories?$select=Name,Products&$expand=Products/Suppliers>

* In a response from an OData service, only the Name of the Category Entries should be returned, but all the properties of the Entries identified by the Products and Suppliers Navigation Properties should be returned.

[http://services.odata.org/OData/OData.svc/Products?$select=\*](http://services.odata.org/OData/OData.svc/Products?$select=*)

* In a response from an OData service, all Properties are returned for each Product Entry within the Products Entity Set.
* Note: The star syntax is used to reference all properties of the Entry or Collection of Entries identified by the path of the URI or all properties of a Navigation Property. In other words, the "\*" syntax causes all Properties on an Entry to be included without traversing associations.

<http://services.odata.org/OData/OData.svc/Categories?$select=Name,Products&$expand=Products/Suppliers>

* In a response from an OData service, the Name property is included and Product Entries with all Properties are included; however, rather than including the fully expanded Supplier Entries referenced in the expand clause, each Product will contain a link that references the corresponding Collection of Supplier Entries.

Note: The $select section of the normative OData specification provides an ABNF grammar for the expression language supported by this query option.

**4.9. Inlinecount System Query Option ($inlinecount)**

A URI with a $inlinecount System Query Option specifies that the response to the request includes a count of the number of Entries in the Collection of Entries identified by the [Resource Path](http://www.odata.org/developers/protocols/uri-conventions#ResourcePath) section of the URI. The count must be calculated after applying any [$filter System Query Options](http://www.odata.org/developers/protocols/uri-conventions#FilterSystemQueryOption) present in the URI. The set of valid values for the $inlinecount query option are shown in the table below. If a value other than one shown in Table 4 is specified the URI is considered malformed.

Version Note: This query option is only supported in OData version 2.0 and above

|  |  |
| --- | --- |
| **$inlinecount value** | **Description** |
| **allpages** | The OData MUST include a count of the number of entities in the collection identified by the URI (after applying any $filter System Query Options present on the URI) |
| **none** | The OData service MUST NOT include a count in the response. This is equivalence to a URI that does not include a $inlinecount query string parameter. |

Examples

<http://services.odata.org/OData/OData.svc/Products?$inlinecount=allpages>

* Identifies all Product Entries and the count of all products.

[http://services.odata.org/OData/OData.svc/Products?$inlinecount=allpages&$top=10&Price gt 200](http://services.odata.org/OData/OData.svc/Products?$inlinecount=allpages&$top=10&Price%20gt%20200)

* Identifies the first 10 Product Entries that cost more than 200 and includes a count of the total number of Product Entries that cost more than 200.

**5. Custom Query Options**

Custom Query Options provide an extension point for OData service-specific information to be placed in the query string portion of a URI. A Custom Query String option is defined as any name/value pair query string parameter where the name of the parameter does not begin with the "$" character. Any URI exposed by an OData service may include one or more Custom Query Options.

Examples

<http://services.odata.org/OData/OData.svc/Products?x=y>

* Identifies all Product entities. Includes a Custom Query Option "x" whose meaning is service specific.

**6. Service Operation Parameters**

Service Operations represent functions exposed by an OData service. These functions may accept zero or more primitive type parameters. If a Service Operation requires an input parameter those parameters are passed via query string name/value pairs appended to the URI which identify the Service Operation as described in the [Addressing Service Operations](http://www.odata.org/developers/protocols/uri-conventions#AddressingServiceOperations) section. For nullable type parameters, a null value may be specified by not including the parameter in the query string of the URI.

Examples

<http://services.odata.org/OData/OData.svc/GetProductsByRating?rating=5>

* Identifies the "GetProductsByRating" Service Operation and specifies a value of 5 for the "rating" input parameter.

**7. URI Equivalence**

When determining if two URIs are equivalent, each URI SHOULD be normalized using the rules specified in [[RFC3987]](http://tools.ietf.org/html/rfc3987) and [[RFC3986]](http://tools.ietf.org/html/rfc3986) and then compared for equality using the equivalence rules specified in [HTTP [RFC 2616], Section 3.2.3](http://tools.ietf.org/html/rfc2616#section-3.2.3).

**OData: Operations**

**Introduction**

The OData protocol exposes a uniform service interface to operate on collections of structured and unstructured data. Most of the semantics of operations in OData come from the AtomPub protocol [RFC5023], which in turn builds on top of HTTP [[RFC2616]](http://www.ietf.org/rfc/rfc2616.txt).

This document describes the operation model for the protocol, specifying the interactions between clients and servers for retrieving and manipulating data in an OData service. It builds on the [[OData-Core]](http://www.odata.org/developers/protocols/overview) document for core concepts, [[OData-URI]](http://www.odata.org/developers/protocols/uri-conventions) for URI conventions and on the formats specifications for Atom [[OData-Atom]](http://www.odata.org/developers/protocols/atom-format) and JSON [[OData-JSON]](http://www.odata.org/developers/protocols/json-format) for the description of data representations.
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**1. Background**

**1.1 Representation formats and content type negotiation**

OData supports two formats for representing resources, the XML-based Atom format and the JSON format. As described in the HTTP specification [[RFC2616]](http://www.ietf.org/rfc/rfc2616.txt), clients can indicate their preference of resource representation by including an *accept* request header with a list of MIME types it can handle.

A client that wants only JSON responses would set this header to "application/json". For example:

GET /OData/OData.svc/Products HTTP/1.1

host: services.odata.org

accept: application/json

For the Atom format there is more than one MIME type involved. Atom feeds and Entries use a content type of "application/atom+xml". However, when addressing Links or properties within an element the returned resource is just XML without the Atom Entry wrapper, and its content type is "application/xml". AtomPub also introduces service documents, with a content-type of "application/atomsvc+xml". Clients can choose to support only specific content-types or all of them. To indicate it can handle all of them a client would set the *accept* header to "application/atom+xml, application/atomsvc+xml, application/xml". For example:

GET /OData/OData.svc/Products HTTP/1.1

host: services.odata.org

accept: application/atom+xml,application/atomsvc+xml,application/xml

Servers are expected to honor the client request for a format or fail with status code 406 (Not Acceptable). While HTTP 1.1 allows servers to return alternate representations when none of the requested ones are available, OData servers should return one of the requested representations or fail.

If a request does not have an *accept* header servers should default to the Atom representation.

Since in certain scenarios it is not possible for clients to control request headers, OData also has an optional query string option called $format that can be used to override the value of the request header (e.g. $format=json or $format=atom). This option is further described in [[OData-URI]](http://www.odata.org/developers/protocols/uri-conventions).

When sending a resource as part of a request or a response body, clients and servers should set the corresponding MIME type in the *content-type* header.

**1.2 Additional considerations on the use of HTTP**

OData heavily builds on HTTP for its interaction model. In addition to content-type negotiation clients and servers should use HTTP mechanisms for aspects such as character set negotiation (through accept-charset and content-type headers), caching and redirection.

Similarly, while this specification uses specific status codes for specific outcomes for a request, clients should be prepared to handle all HTTP status codes and interpret them appropriately.

**1.3 Error Conditions**

Error conditions are in general exposed as HTTP responses with error status codes (4xx and 5xx). Individual descriptions of operations in this specification do not call out error conditions. Servers should map error conditions to HTTP status codes. Common examples include using 404 (Not Found) when receiving requests against a URI not defined by this server, 400 for a general error in the request and 500 for a server-side error while processing the request.

Clients should be prepared to handle HTTP error codes in all requests.

In addition to the status code, servers should include a response body for error responses that includes more information about the error condition. The level of detail and nature of the information should be appropriate for the level of exposure of the service so as not to expose sensitive information to untrusted clients. The format for error messages is described in [[OData-Atom]](http://www.odata.org/developers/protocols/atom-format) and [[OData-JSON]](http://www.odata.org/developers/protocols/json-format).

**1.4 Protocol Versioning**

In order to provide a safe mechanism for evolution of the protocol OData has a versioning scheme. While OData is designed such that it can operate to certain extent without the use of version headers, clients and servers are strongly encouraged to follow the protocol versioning scheme. Details of OData versioning are covered in [[OData-Core]](http://www.odata.org/developers/protocols/overview).

All the examples in this document assume clients and servers that use version 2.0 of the protocol.

**2. Operations**

The OData service interface has a fixed number of operations that have uniform meaning across all the resources it can act on. These operations are retrieve, create, update and delete and they map to the GET, POST, PUT/MERGE and DELETE HTTP methods. Each of them acts on a resource that is indicated using a URI. In addition to the uniform interface operations, OData allows servers to expose custom operations (known as Service Operations) that can be invoked through GET or POST.

**2.1 Retrieving feeds, Entries and service document**

Clients retrieve a feed, Entry or service document by issuing an HTTP GET request against its URI. Servers respond with the feed, Entry or service document in the response body in the proper format. For example, to request the feed of products in the Atom-based format from an example product catalog OData service and its corresponding response:

Request:

GET /OData/OData.svc/Products HTTP/1.1

Host: services.odata.org

accept: application/atom+xml,application/xml

DataServiceVersion: 1.0

MaxDataServiceVersion: 2.0

Response:

HTTP/1.1 200 OK

Content-Length: 5685

Date: Sat, 27 Feb 2010 20:03:28 GMT

Content-Type: application/atom+xml;charset=utf-8

DataServiceVersion: 1.0;

<?xml version="1.0" encoding="utf-8" standalone="yes"?>

<feed xml:base="http://services.odata.org/OData/OData.svc/"

xmlns:d="http://schemas.microsoft.com/ado/2007/08/dataservices"

xmlns:m="http://schemas.microsoft.com/ado/2007/08/dataservices/metadata"

xmlns="http://www.w3.org/2005/Atom">

<title type="text">Products</title>

<id>http://services.odata.org/OData/OData.svc/Products</id>

<updated>2010-02-27T20:03:28Z</updated>

<Link rel="self" title="Products" href="Products" />

<Entry>

...

</Entry>

<Entry>

...

</Entry>

<Entry>

...

</Entry>

</feed>

To obtain a JSON response a client would issue the same request with a different *accept* header:

Request:

GET /OData/OData.svc/Products HTTP/1.1

Host: services.odata.org

accept: application/json

DataServiceVersion: 1.0

MaxDataServiceVersion: 2.0

Response:

HTTP/1.1 200 OK

Content-Length: 2481

Date: Sat, 27 Feb 2010 20:08:33 GMT

Content-Type: application/json;charset=utf-8

DataServiceVersion: 1.0;

{

"d" : [

{ ... },

{ ... },

{ ... },

]

}

When a Collection is too large to be returned in a single response, servers can return a *partial list* of entries as defined in AtomPub. A feed for a partial list contains subset of the entries of the Collection and a link to the next (potentially partial) list. For example:

Request:

GET /Northwind/Northwind.svc/Customers HTTP/1.1

Host: services.odata.org

accept: application/atom+xml,application/xml

DataServiceVersion: 1.0

MaxDataServiceVersion: 2.0

Response:

HTTP/1.1 200 OK

Content-Length: 28735

Date: Fri, 12 Mar 2010 18:05:49 GMT

Content-Type: application/atom+xml;charset=utf-8

DataServiceVersion: 2.0;

<?xml version="1.0" encoding="utf-8" standalone="yes"?>

<feed xml:base="http://services.odata.org/Northwind/Northwind.svc/"

xmlns:d="http://schemas.microsoft.com/ado/2007/08/dataservices"

xmlns:m="http://schemas.microsoft.com/ado/2007/08/dataservices/metadata"

xmlns="http://www.w3.org/2005/Atom">

<title type="text">Customers</title>

<id>http://services.odata.org/Northwind/Northwind.svc/Customers</id>

<updated>2010-03-12T18:05:49Z</updated>

<link rel="self" title="Customers" href="Customers" />

<entry>

...

</entry>

<entry>

...

</entry>

<entry>

...

</entry>

<link rel="next"

href="http://services.odata.org/Northwind/Northwind.svc/Customers?$skiptoken='ERNSH'" />

</feed>

There are no expectations about stability of the data across requests while traversing partial lists. Clients should we prepared to deal with missing or repeating entries.

While in many cases clients will directly follow links provided externally or found in a service document to find and retrieve a feed for a Collection, often a client will want to further control how the feed is returned. OData provide a series of optional conventions to allow clients to filter, sort and page over data in Collections, we well as to request for a subset of the properties to be sent and to expand related entries inline. All these options are discussed in [[OData-URI]](http://www.odata.org/developers/protocols/uri-conventions). An example on this would be (before escaping the URL):

http://services.odata.org/OData/OData.svc/Products?$filter=Rating gt 2&$orderby=Price&$select=Rating,Price

this requests all products with a Rating greater than 2, sorted by Price in ascending order, and asks the server to only retrieve the Rating and Price properties.

**2.2 Retrieving individual properties**

Servers may support retrieval of individual properties within Entries. OData provides two ways of exposing individual properties, one that follows OData formats and another one that exposes the raw value of the property.

When using the optional OData URL conventions, the former has an address that follows the containing Entry with the property name (e.g. Products(1)/Description to obtain the value of the "Description" property), and the latter uses a $value suffix (e.g. Products(1)/Description/$value). More details in the Resource Path section of the [[OData-URI]](http://www.odata.org/developers/protocols/uri-conventions) document.

To retrieve a property value using one of the OData formats a client issues an HTTP request against the property URI, and uses content-type negotiation to indicate the expected format. Since sub-Entry elements such as properties aren't represented as whole Atom Entries, clients that use the Atom format should use "application/xml" as the content type and should be prepared to handle an XML response that is not an Atom feed or Entry. This is described in further detail in [[OData-Atom]](http://www.odata.org/developers/protocols/atom-format). An example of a request to retrieve the "Description" property in a Product resource follows.

Request:

GET /OData/OData.svc/Products(1)/Description HTTP/1.1

Host: services.odata.org

accept: application/xml

DataServiceVersion: 1.0

MaxDataServiceVersion: 2.0

Response:

HTTP/1.1 200 OK

Content-Length: 158

Date: Sat, 27 Feb 2010 21:10:15 GMT

Content-Type: application/xml;charset=utf-8

DataServiceVersion: 1.0;

<?xml version="1.0" encoding="utf-8" standalone="yes"?>

<Description xmlns="http://schemas.microsoft.com/ado/2007/08/dataservices">

Low fat milk

</Description>

To retrieve a property value in raw form a client issues an HTTP GET request against the property's raw value URL. Typically these values have a fixed content-type and negotiation is not supported (although servers are allowed to introduce this capability). Clients not having out of band knowledge of expected content-types should use "\*/\*" in their accept header (or not include an accept header in the request). For example:

Request:

GET /OData/OData.svc/Products(1)/Description/$value HTTP/1.1

Host: services.odata.org

DataServiceVersion: 1.0

MaxDataServiceVersion: 2.0

Response:

HTTP/1.1 200 OK

Content-Length: 12

Date: Sat, 27 Feb 2010 21:16:05 GMT

Content-Type: text/plain;charset=utf-8

DataServiceVersion: 1.0;

Low fat milk

**2.3 Retrieving the metadata document**

Servers may expose a metadata document that describes the structure of the service and its resources. Conventionally this document is located at the /$metadata address relative to the service root URI of the service. OData metadata documents are discussed in [[OData-Core]](http://www.odata.org/developers/protocols/overview).

Clients can obtain the metadata document by issuing an HTTP GET request against the metadata URI. Since only an XML serialization of EDM schemas exist currently, no content-type negotiation is supported for this resource. Other HTTP aspects such as caching and character set encoding still apply.

**2.4 Creating new Entries**

Following the AtomPub protocol, new Entries are created by executing an HTTP POST request against the URI of the Collection where the Entry is to be created. The POST request includes the new Entry in its body, in one of the supported formats. For example:

POST /OData/OData.svc/Categories HTTP/1.1

Host: services.odata.org

DataServiceVersion: 1.0

MaxDataServiceVersion: 2.0

accept: application/atom+xml

content-type: application/atom+xml

Content-Length: 634

<?xml version="1.0" encoding="utf-8"?>

<Entry xmlns:d="http://schemas.microsoft.com/ado/2007/08/dataservices"

xmlns:m="http://schemas.microsoft.com/ado/2007/08/dataservices/metadata"

xmlns="http://www.w3.org/2005/Atom">

<title type="text"></title>

<updated>2010-02-27T21:36:47Z</updated>

<author>

<name />

</author>

<category term="DataServiceProviderDemo.Category"

scheme="http://schemas.microsoft.com/ado/2007/08/dataservices/scheme" />

<content type="application/xml">

<m:properties>

<d:ID>10</d:ID>

<d:Name>Clothing</d:Name>

</m:properties>

</content>

</Entry>

Note that the client indicates both the content-type of the request body and the accept header to indicate the format of the response body, if any.

The server processes the request by creating the resource, assigning default values to all the properties not indicated in the request that are optional, and sending the final state of the resource back to the client in the response, including a "location" header that contains the URL of the Entry that was created. HTTP status code 201 reflects that the Entry has been created. For example:

HTTP/1.1 201 Created

Content-Length: 1072

Date: Sat, 27 Feb 2010 21:39:54 GMT

Location: http://services.odata.org/OData/OData.svc/Categories(10)

Content-Type: application/atom+xml;charset=utf-8

DataServiceVersion: 1.0;

<?xml version="1.0" encoding="utf-8" standalone="yes"?>

<Entry xml:base="http://services.odata.org/OData/OData.svc/"

xmlns:d="http://schemas.microsoft.com/ado/2007/08/dataservices"

xmlns:m="http://schemas.microsoft.com/ado/2007/08/dataservices/metadata"

xmlns="http://www.w3.org/2005/Atom">

<id>http://services.odata.org/OData/OData.svc/Categories(10)</id>

<title type="text"></title>

<updated>2010-02-27T21:39:54Z</updated>

<author>

<name />

</author>

<Link rel="edit" title="Category" href="Categories(10)" />

<Link rel="http://schemas.microsoft.com/ado/2007/08/dataservices/related/Products"

type="application/atom+xml;type=feed" title="Products" href="Categories(10)/Products" />

<category term="DataServiceProviderDemo.Category"

scheme="http://schemas.microsoft.com/ado/2007/08/dataservices/scheme" />

<content type="application/xml">

<m:properties>

<d:ID m:type="Edm.Int32">10</d:ID>

<d:Name>Clothing</d:Name>

</m:properties>

</content>

</Entry>

The Entry being created may contain Links to other Entries in the service. If that is the case the server is expected to create the Entry and the appropriate Links. For example, to create a new product in the catalog that is associated with the category Entry created above a client would execute a POST request against the OData.svc/Products collection with a product Entry (similar to the Category Entry above, with the proper adjustments for type information and property names and values) containing a Link to the Category Entry using any URI that resolves to that resource:

<Link rel="http://schemas.microsoft.com/ado/2007/08/dataservices/related/Category"

type="application/atom+xml;type=Entry"

title="Category"

href="Categories(10)" />

or the equivalent in JSON format as described in the Representing Links section of [[OData-JSON]](http://www.odata.org/developers/protocols/json-format).

Alternatively a client can create and Link an Entry to a related Entry by leveraging the addressing scheme if the server supports addressing related items. For example, if a server implements the OData URI conventions described in [[OData-URI]](http://www.odata.org/developers/protocols/uri-conventions), the address …/Categories(10)/Products points at all the products in the specified category. When a POST request is issued against that products collection (instead of the top-level products collection) the server will create the new product Entry and automatically Link it to the parent category. Clients may combine this method and the previous one to create an Entry that is related to another one implicitly through the relationship implied in the URL, and related to other Entries by explicitly-specified Links in the request body.

When a client needs to create multiple related Entries it can do so as independent operations or -if the Links between Entries allow it structurally- they can perform a single POST with a tree of Entries. The tree is formed by using inline expansion as described in [[OData-Atom]](http://www.odata.org/developers/protocols/atom-format) and [[OData-JSON]](http://www.odata.org/developers/protocols/json-format). All expanded Entries are considered new. Servers process a request with inline Entries by creating individual Entries and then Linking them in the same way Linking would have happened in an independent request. This example creates the same product category Entry as before, but also creates two products in it. While this example shows an inline feed with multiple Entries, single Entries without a wrapping feed are also allowed when the cardinality of the relationship represented by the Link allows it.

Request:

POST /OData/OData.svc/Categories HTTP/1.1

Host: services.odata.org

DataServiceVersion: 1.0

MaxDataServiceVersion: 2.0

accept: application/atom+xml

content-type: application/atom+xml

Content-Length: 2626

<?xml version="1.0" encoding="utf-8"?>

<Entry xmlns:d="http://schemas.microsoft.com/ado/2007/08/dataservices"

xmlns:m="http://schemas.microsoft.com/ado/2007/08/dataservices/metadata"

xmlns="http://www.w3.org/2005/Atom">

<title type="text"></title>

<updated>2010-02-27T21:36:47Z</updated>

<author>

<name />

</author>

<category term="DataServiceProviderDemo.Category"

scheme="http://schemas.microsoft.com/ado/2007/08/dataservices/scheme" />

<Link rel="http://schemas.microsoft.com/ado/2007/08/dataservices/related/Products"

type="application/atom+xml;type=feed" title="Products" href="Categories(1)/Products">

<m:inline>

<feed>

<Entry>

<title type="text"></title>

<updated>2010-02-27T21:36:47Z</updated>

<author>

<name />

</author>

<category term="DataServiceProviderDemo.Product"

scheme="http://schemas.microsoft.com/ado/2007/08/dataservices/scheme" />

<content type="application/xml">

<m:properties>

<d:ID m:type="Edm.Int32">10</d:ID>

<d:Name>T-Shirt</d:Name>

<d:Description>Just a T-Shirt</d:Description>

<d:ReleaseDate m:type="Edm.DateTime">2010-01-01T00:00:00</d:ReleaseDate>

<d:DiscontinuedDate m:type="Edm.DateTime" m:null="true" />

<d:Rating m:type="Edm.Int32">0</d:Rating>

<d:Price m:type="Edm.Decimal">15.0</d:Price>

</m:properties>

</content>

</Entry>

<Entry>

<title type="text"></title>

<updated>2010-02-27T21:36:47Z</updated>

<author>

<name />

</author>

<category term="DataServiceProviderDemo.Product"

scheme="http://schemas.microsoft.com/ado/2007/08/dataservices/scheme" />

<content type="application/xml">

<m:properties>

<d:ID m:type="Edm.Int32">11</d:ID>

<d:Name>Shorts</d:Name>

<d:Description>Running shorts</d:Description>

<d:ReleaseDate m:type="Edm.DateTime">2010-01-01T00:00:00</d:ReleaseDate>

<d:DiscontinuedDate m:type="Edm.DateTime" m:null="true" />

<d:Rating m:type="Edm.Int32">0</d:Rating>

<d:Price m:type="Edm.Decimal">21.0</d:Price>

</m:properties>

</content>

</Entry>

</feed>

</m:inline>

</Link>

<content type="application/xml">

<m:properties>

<d:ID>10</d:ID>

<d:Name>Clothing</d:Name>

</m:properties>

</content>

</Entry>

Response:

HTTP/1.1 201 Created

Content-Length: 1072

Date: Sun, 28 Feb 2010 08:59:57 GMT

Location: http://services.odata.org/OData/OData.svc/Categories(10)

Content-Type: application/atom+xml;charset=utf-8

DataServiceVersion: 1.0;

<?xml version="1.0" encoding="utf-8" standalone="yes"?>

<Entry xml:base="http://services.odata.org/OData/OData.svc/"

xmlns:d="http://schemas.microsoft.com/ado/2007/08/dataservices"

xmlns:m="http://schemas.microsoft.com/ado/2007/08/dataservices/metadata"

xmlns="http://www.w3.org/2005/Atom">

<id>http://services.odata.org/OData/OData.svc/Categories(10)</id>

<title type="text"></title>

<updated>2010-02-28T08:59:57Z</updated>

<author>

<name />

</author>

<Link rel="edit" title="Category" href="Categories(10)" />

<Link rel="http://schemas.microsoft.com/ado/2007/08/dataservices/related/Products"

type="application/atom+xml;type=feed" title="Products" href="Categories(10)/Products" />

<category term="DataServiceProviderDemo.Category"

scheme="http://schemas.microsoft.com/ado/2007/08/dataservices/scheme" />

<content type="application/xml">

<m:properties>

<d:ID m:type="Edm.Int32">10</d:ID>

<d:Name>Clothing</d:Name>

</m:properties>

</content>

</Entry>

**2.5 Creating Media Link Entries (MLEs)**

Media Link Entries (MLEs) are created by issuing a POST request against the collection the MLE should be created in, with the request body containing the Media Resource (MR) and the Content-Type header indicating its media type.

As described in AtomPub, servers should create both the MR and the MLE during the execution of the POST request, and return the URI of the MLE in the Location response header.

OData servers usually initialize the structured data in the MLE by using server-generated values and information extracted from the MR. The MLE can optionally be included in the response body to update client state with server-generated information. Servers may return 201 (Created) or 200 (OK) when the MLE and MR were successfully created and a response body is returned, or 204 (No Content) if creation is successful but no response is returned.

Use of the *slug* header as defined in AtomPub, section 9.7 is supported and has no further semantics than those defined in that specification.

**2.6 Updating Entries**

To update the data in an Entry clients execute an HTTP PUT request against the Entry's URI, with a new Entry resource included in the request body.

According to the AtomPub protocol specification, the PUT request replaces the existing Entry, so all property values in the Entry either take the values indicated in the request body, or are reset to their default value if not mentioned in the request. For example, to update a product in the sample OData service:

Request:

PUT /OData/OData.svc/Products(1) HTTP/1.1

Host: services.odata.org

DataServiceVersion: 1.0

MaxDataServiceVersion: 2.0

accept: application/atom+xml

content-type: application/atom+xml

Content-Length: 1181

<?xml version="1.0" encoding="utf-8" standalone="yes"?>

<Entry xml:base="http://services.odata.org/OData/OData.svc/" xmlns:d="

http://schemas.microsoft.com/ado/2007/08/dataservices" xmlns:m="

http://schemas.microsoft.com/ado/2007/08/dataservices/metadata" xmlns="

http://www.w3.org/2005/Atom">

<id>http://services.odata.org/OData/OData.svc/Products(1)</id>

<title type="text"></title>

<updated>2010-02-28T10:23:02Z</updated>

<author>

<name />

</author>

<Link rel="edit" title="Product" href="Products(1)" />

<category term="DataServiceProviderDemo.Product" scheme="

http://schemas.microsoft.com/ado/2007/08/dataservices/scheme" />

<content type="application/xml">

<m:properties>

<d:ID m:type="Edm.Int32">1</d:ID>

<d:Name>Milk</d:Name>

<d:Description>Low fat milk</d:Description>

<d:ReleaseDate m:type="Edm.DateTime">1995-10-21T00:00:00</d:ReleaseDate>

<d:DiscontinuedDate m:type="Edm.DateTime" m:null="true" />

<d:Rating m:type="Edm.Int32">4</d:Rating>

<d:Price m:type="Edm.Decimal">4.5</d:Price>

</m:properties>

</content>

</Entry>

Response:

HTTP/1.1 204 No Content

Date: Sun, 28 Feb 2010 11:32:26 GMT

DataServiceVersion: 1.0;

When processing a PUT request servers return status 204 (No Content) to indicate success, no response body is needed.

In certain cases it is desirable to perform an incremental update without replacing all the contents of an Entry. In order to avoid overloading the meaning of PUT, OData uses the custom HTTP method MERGE for this scenario. A MERGE request updates only the properties indicated in the request body, and leaves untouched anything not mentioned in its current state. For example, to only update the price and rating of a product:

MERGE /OData/OData.svc/Products(1) HTTP/1.1

Host: services.odata.org

DataServiceVersion: 1.0

MaxDataServiceVersion: 2.0

accept: application/atom+xml

content-type: application/atom+xml

Content-Length: 1181

<?xml version="1.0" encoding="utf-8" standalone="yes"?>

<Entry xml:base="http://services.odata.org/OData/OData.svc/" xmlns:d="

http://schemas.microsoft.com/ado/2007/08/dataservices" xmlns:m="

http://schemas.microsoft.com/ado/2007/08/dataservices/metadata" xmlns="

http://www.w3.org/2005/Atom">

<id>http://services.odata.org/OData/OData.svc/Products(1)</id>

<title type="text"></title>

<updated>2010-02-28T10:23:02Z</updated>

<author>

<name />

</author>

<Link rel="edit" title="Product" href="Products(1)" />

<category term="DataServiceProviderDemo.Product" scheme="

http://schemas.microsoft.com/ado/2007/08/dataservices/scheme" />

<content type="application/xml">

<m:properties>

<d:Rating m:type="Edm.Int32">4</d:Rating>

<d:Price m:type="Edm.Decimal">4.5</d:Price>

</m:properties>

</content>

</Entry>

While there is a distinction between PUT and MERGE for properties, the Links of an Entry are not directly considered part of the structured data portion of an Entry and thus are not reset on PUT. Servers should use MERGE semantics for Links for both PUT and MERGE requests.

NOTE: there is active discussion in the community about the introduction of a PATCH method in HTTP. Once PATCH is an official part of the HTTP specification OData will support PATCH and phase out the custom MERGE method over time.

**2.7 Updating individual properties**

It is also possible to update individual properties using the same addresses a client can use to retrieve them. Clients may use the PUT method to update the value of a property. Similarly for the retrieve case, clients can choose to use URIs that point to the property in its OData format or in raw form.

For example, to update only the rating of a product:

PUT /OData/OData.svc/Products(1)/Rating HTTP/1.1

Host: services.odata.org

DataServiceVersion: 1.0

MaxDataServiceVersion: 2.0

accept: application/xml

content-type: application/xml

Content-Length: 275

<?xml version="1.0" encoding="utf-8" standalone="yes"?>

<d:Rating xmlns:d="http://schemas.microsoft.com/ado/2007/08/dataservices"

xmlns:m="http://schemas.microsoft.com/ado/2007/08/dataservices/metadata"

m:type="Edm.Int32">5</d:Rating>

Alternatively clients can use the address of the raw value of a property and send data in its native form. The example below shows updating the same "Rating" property, although more natural scenarios would include updating an image or an HTML document with a newer version without the need to encode it:

PUT /OData/OData.svc/Products(1)/Rating/$value HTTP/1.1

Host: services.odata.org

DataServiceVersion: 1.0

MaxDataServiceVersion: 2.0

accept: application/xml

content-type: text/plain

Content-Length: 1
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In either case servers should update the property and return 204 (No Content) and no response body or 200 (OK) and an update of the property as appropriate.

Since properties are considered atomic elements (no sub-property operations exist) the MERGE method is not defined for individual properties and servers should fail requests with this method with status code 405 (Method Not Allowed).

**2.8 Deleting Entries**

Entries are deleted by executing an HTTP DELETE request against a URI that points at the Entry. If the operation executed successfully servers should return 200 (OK) with no response body.

If the Entry has dependent Entries such as Entries Linked to it, it is up to the server whether deletion should be cascaded, the operation should fail because of the presence of dependent Entries, or if Links are left dangling after the Entry is deleted. This largely depends on the server, storage model and the actual application the OData service is a part of.

In the case of Media Link Entries, deleting the Media Link Entry also deletes the Media Resource.

**2.9 Manipulating Links**

OData provides two ways to manipulate Links: through Link constructs in Entries and by operating on the Link resources directly.

While manipulating Links by updating the Entries at either end can be simpler, this mechanism is less expressive and it is sometimes required to use Link addresses directly. For example, to add or remove a Link between two existing Entries where the Link has a cardinality of "many" on both ends (modeling a many-to-many relationship) requires the use of operations on Links directly.

**2.10 Creating Links between Entries**

A new Link between two Entries can be established by referencing one Entry during creation or modification of another Entry (as described in [Creating new Entries](http://www.odata.org/developers/protocols/operations#CreatingnewEntries) and [Updating Entries](http://www.odata.org/developers/protocols/operations#UpdatingEntries) ) or by explicitly issuing a POST request against the URL of the Link resource. The request must have the new URI in the request body following the appropriate format for stand-alone Links in XML or JSON as described in [[OData-Atom]](http://www.odata.org/developers/protocols/atom-format) and [[OData-JSON]](http://www.odata.org/developers/protocols/json-format).

Servers acknowledge the creation of the Link by returning a status code of 204 (No Content) and no response body. For example, to add a Link to an existing product to the list of products (through the "products" Link) of a given product category:

Request:

POST /OData/OData.svc/Categories(1)/$links/Products HTTP/1.1

Host: services.odata.org

DataServiceVersion: 1.0

MaxDataServiceVersion: 2.0

Content-Length: 159

Content-Type: application/xml

<uri xmlns="http://schemas.microsoft.com/ado/2007/08/dataservices">

http://services.odata.org/OData/OData.svc/Products(10)

</uri>

Response:

HTTP/1.1 204 No Content

Date: Tue, 02 Mar 2010 08:59:32 GMT

DataServiceVersion: 1.0;

If using the OData URI conventions described in [[OData-URI]](http://www.odata.org/developers/protocols/uri-conventions), the Link resource address can be derived by using the convention; otherwise it needs to be obtained from the Entry itself.

Adding a Link using POST may result in only the new Link being added or it may have further side-effects. In particular, if the other end of the Link has a cardinality of 1, then the server may remove a previously existing Link (if any) in order to create this one and still satisfy the cardinality constrain.

**2.11 Removing Links between Entries**

Existing Links may be removed by executing a DELETE request against the Link URI. Servers respond with the success status code of 204 (No Content) and no response body. For example, to delete the Link between a product and it's containing product category:

Request:

DELETE /OData/OData.svc/Categories(1)/$links/Products(10) HTTP/1.1

Host: services.odata.org

Content-Length: 0

Response:

HTTP/1.1 204 No Content

Date: Tue, 02 Mar 2010 09:09:02 GMT

DataServiceVersion: 1.0;

Removing Links may cause further side-effects on the server. For example servers may cascade the deletion to the Entry or Entries the Link pointed to.

Besides regular failures due to request correctness or permissions, the server may fail a DELETE request against a Link if deleting the Link would put the service data set in an inconsistent state (i.e. a state that is not allowed by the service schema).

**2.12 Replacing Links between Entries**

Clients may replace a Link with a new Link by issuing an HTTP PUT request against the Link resource URI, with the new URI in the request body following the appropriate format for stand-alone Links in XML or JSON as described in [[OData-Atom]](http://www.odata.org/developers/protocols/atom-format) and [[OData-JSON]](http://www.odata.org/developers/protocols/json-format). Servers should update the Link if the service constraints allow it and return 204 (No Content). For example, to move a product from the product category with key "1" to the category with key "2":

Request:

PUT /OData/OData.svc/Products(1)/$links/Category HTTP/1.1

Host: services.odata.org

DataServiceVersion: 1.0

MaxDataServiceVersion: 2.0

accept: application/xml

content-type: application/xml

Content-Length: 158

<uri xmlns="http://schemas.microsoft.com/ado/2007/08/dataservices">

http://services.odata.org/OData/OData.svc/Categories(2)

</uri>

Response:

HTTP/1.1 204 No Content

Date: Tue, 02 Mar 2010 19:54:52 GMT

DataServiceVersion: 1.0;

Note that when updating the end of a Link that has a cardinality of 1 it is also possible to perform the operation through the Entry itself. For example, to switch back the product of the previous example to its original category:

Request:

MERGE /OData/OData.svc/Products(1) HTTP/1.1

Host: services.odata.org

DataServiceVersion: 1.0

MaxDataServiceVersion: 2.0

content-type: application/atom+xml

Content-Length: 590

<entry xml:base="http://services.odata.org/OData/OData.svc/"

xmlns:d="http://schemas.microsoft.com/ado/2007/08/dataservices"

xmlns:m="http://schemas.microsoft.com/ado/2007/08/dataservices/metadata"

xmlns="http://www.w3.org/2005/Atom">

<Link rel="http://schemas.microsoft.com/ado/2007/08/dataservices/related/Category"

type="application/atom+xml;type=Entry"

title="Category" href="Categories(1)" />

<category term="DataServiceProviderDemo.Product"

scheme="http://schemas.microsoft.com/ado/2007/08/dataservices/scheme" />

</entry>

Response:

HTTP/1.1 204 No Content

Date: Tue, 02 Mar 2010 20:06:12 GMT

DataServiceVersion: 1.0;

Since this is a merge operation and no actual properties are mentioned, the server should only update the Links included in the request body.

**2.13 Invoking Service Operations**

Service Operations expose custom behaviors that do not map to the uniform interface. Service operations can be defined to take parameters, which are simple scalar values of one of the EDM primitive types as defined in [[OData-Core]](http://www.odata.org/developers/protocols/overview).

Clients may invoke a Service Operation by issuing an HTTP GET or POST request against their URI. If a particular Service Operation takes parameters they should be included as part of the query string in the request URI as described in the Addressing Service Operations section of [[OData-URI]](http://www.odata.org/developers/protocols/uri-conventions). The name of each parameter is used as the name of the query string parameter, and its value should be in OData literal form. No "$" prefix should be used in parameters ("$" is reserved for OData parameters). For example:

Request:

GET /odata/odata.svc/GetProductsByRating?rating=4 HTTP/1.1

Host: services.odata.org

DataServiceVersion: 1.0

MaxDataServiceVersion: 2.0

Response:

HTTP/1.1 200 OK

Content-Length: 1957

Date: Tue, 02 Mar 2010 20:59:21 GMT

Content-Type: application/atom+xml;charset=utf-8

DataServiceVersion: 1.0;

<?xml version="1.0" encoding="utf-8" standalone="yes"?>

<feed xml:base="http://services.odata.org/(S(dwaygaylwritgwuiyvfad5ln))/OData/OData.svc/"

xmln:d="http://schemas.microsoft.com/ado/2007/08/dataservices"

xmlns:m="http://schemas.microsoft.com/ado/2007/08/dataservices/metadata"

xmlns="http://www.w3.org/2005/Atom">

<title type="text">GetProductsByRating</title>

<id>http://services.odata.org/(S(dwaygaylwritgwuiyvfad5ln))/odata/odata.svc/GetProductsByRating</id>

<updated>2010-03-02T20:59:21Z</updated>

<Link rel="self" title="GetProductsByRating" href="GetProductsByRating" />

<Entry>

...

</Entry>

</feed>

Server implementations should only allow invocation of Service Operations through GET when the operations will not cause side-effects in the system.

Service authors can choose to enable query composition in Service Operations if the operation returns a Collection of Entries. When that is the case, clients may use the URI conventions defined in [[OData-URI]](http://www.odata.org/developers/protocols/uri-conventions) treating the URI to the Service Operation as the URI to the initial collection, and then applying the convention from there.

**3. Additional Interaction Model Considerations**

**3.1 Concurrency control and ETags**

OData uses HTTP ETags for optimistic concurrency control. A few special considerations apply for ETags:

* When retrieving an Entry the server returns an opaque ETag value
  + When getting several Entries in a feed, the ETag value is included as metadata in the Entry itself. See [[OData-Atom]](http://www.odata.org/developers/protocols/atom-format) and [[OData-JSON]](http://www.odata.org/developers/protocols/json-format) for actual format details.
  + When retrieving a single Entry, the ETag is returned as a response header called ETag as defined by HTTP. The Server can choose to also include it in the body as they would do for feeds for consistency.
  + During processing of POST, PUT and MERGE the server should compute a new ETag and return it in a response header, regardless of whether the response has a body with the actual Entry information.
* When issuing a PUT, MERGE or DELETE request, clients need to indicate an ETag in the *If-Match* HTTP request header.
  + If for a given client it is acceptable to overwrite any version of the Entry in the server, then the value "\*" may be used instead.
  + If a given Entry has an ETag and a client attempts to modify or delete the Entry without an If-Match header servers should fail the request with a 412 response code.

OData servers will use weak ETags often as a way of indicating that two resources may be semantically equivalent but a particular request may see a different representation of it. Clients should be prepared to handle weak and strong ETags.

**3.2 Method Tunneling through POST**

In many scenarios clients are limited to the HTTP GET and POST methods only. In order to help work-around this limitation, OData servers can support method tunneling through POST. The methods that can be executed through tunneling are MERGE, PUT and DELETE.

To issue a request with method tunneling a client sets up a request with body and headers as needed, but uses POST as the HTTP method instead of the actual required one. It then adds one more header, "X-HTTP-Method", and gives it the value MERGE, PUT or DELETE.

Servers must check if POST requests have the X-HTTP-Method header set to one of the valid values and if so execute the rest of the request as if the header value was the actual HTTP method for it.

**3.3 Processing entries of open types**

As discussed in [[OData-Core]](http://www.odata.org/developers/protocols/overview) the OData data model supports open types for Entries. An entry of an open type may have extra properties (dynamic properties) in addition to those statically declared in metadata.

In general servers should treat dynamic properties and static properties as uniformly as possible.

For data retrieval servers should include dynamic and static properties in entries and should use the same format for both, as discussed in [[OData-Atom]](http://www.odata.org/developers/protocols/atom-format) and [[OData-JSON]](http://www.odata.org/developers/protocols/json-format).

From the query semantics perspective dynamic and static properties apply equally in all contexts (projection, filter, sorting, etc.). Similarly in the addressing scheme dynamic and static properties should be handled in the same way (e.g. it is legal to address a dynamic property within an entry in servers that support the URI convention discussed in [[OData-URI]](http://www.odata.org/developers/protocols/uri-conventions)). Dynamic properties may not be present in all entries within a collection; query processors should treat missing properties as if they had a null value.

During update processing, dynamic properties should be appended to entries when they appear on a POST, PUT or MERGE request. They can also be incrementally added to existing entries using a MERGE operation with the dynamic properties to be added. A PUT request resets all the properties not mentioned in the request to their default values, and removes all the dynamic properties that may have been previously added to this entry but were not mentioned in this request. When a dynamic property is explicitly mentioned in a POST/PUT/MERGE request and has a null value, the server may choose to preserve its existence as a null dynamic property or remove it from the entry, as the rest of the system should behave as if it was there but had a null value already.

**OData: AtomPub Format**

**Introduction**

OData supports two formats for representing the resources (Collections, Entries, Links, etc) it exposes: the XML-based Atom format and the JSON format. This document describes how OData resources are represented in Atom (plus additional elements defined in AtomPub) and [[OData:JSON]](http://www.odata.org/developers/protocols/json-format) describes the JSON representation. The [content type negotiation](http://www.odata.org/developers/protocols/operations#RepresentationFormatAndContentTypeNegotiation) section of the [[OData:Operations]](http://www.odata.org/developers/protocols/operations) document describes how clients can use standard HTTP content type negotiation to tell an OData service which format it wants to use.
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**1. Background**

As described in Atom [[RFC4287]](http://tools.ietf.org/html/rfc4287), Atom is an XML-based document format that describes Collections of related information known as "feeds". Feeds are composed of a number of items, known as Entries. AtomPub [[RFC5023]](http://tools.ietf.org/html/rfc5023) defines additional format constructs for Entries and Feeds to enable the resources they represent to be easily categorized, grouped, edited and discovered. For the remainder of this document, the term Atom is used to represent the combination of the format/representation rules defined in Atom[[RFC4287]](http://tools.ietf.org/html/rfc4287) and AtomPub [[RF5023]](http://tools.ietf.org/html/rfc5023).

As noted in the OData Basics section of [OData:Core], OData services expose Collections of structured Entries, making Atom a natural fit for representing OData resources. Since Atom does not define how structured data is encoded with feeds, to enable transfers of structured content by OData services, this document defines a set of conventions for representing structured data in an Atom feed.

It should be noted that feeds following the conventions defined in this document are valid AtomPub feeds and can be consumed by feed readers, tools, etc. which are only aware of the Atom standards ([RFC4287] & [RFC5023]), but not the additional conventions defined in this document.

**2. Atom Representations**

The following sections define how resources (Collection, Entries, etc) exposed by an OData service can be represented in requests and responses payloads using the Atom format. For details regarding how to create various request types (Retrieve, Create, etc) see [[OData:Operations]](http://www.odata.org/developers/protocols/operations) .

Through out this section the notation <atom:elementName> is used to refer to the named element in the Atom [[RFC4287]](http://tools.ietf.org/html/rfc4287) specification.

**2.1. Primitive Types**

Values of OData primitive types are represented as values of XML elements/attributes as per the table below. Note: The type system used by OData services is described in full in the [primitive types](http://www.odata.org/developers/protocols/overview#AbstractTypeSystem) section of the [[OData:Core]](http://www.odata.org/developers/protocols/overview) document. In addition to the rules stated in the table, if the value of a primitive type is null, then it is represented as an empty XML element with an **m:null="true"** attribute ("m" identifies the OData metadata namespace).

|  |  |
| --- | --- |
| **Primitive Type** | **Serialization Format in XML Documents** |
| Edm.Binary | Base64 encoded value of an EDM.Binary value. See [[RFC3548]](http://go.microsoft.com/fwlink/?LinkId=90432) . |
| Edm.Boolean | true | false |
| Edm.Byte | Same as the [literal form in [OData:Core]](http://www.odata.org/developers/protocols/overview#AbstractTypeSystem), except without the surrounding |
| Edm.DateTime | Same as the [literal form in [OData:Core]](http://www.odata.org/developers/protocols/overview#AbstractTypeSystem), except without the surrounding datetime'' syntax |
| Edm.Decimal | Same as the [literal form in [OData:Core]](http://www.odata.org/developers/protocols/overview#AbstractTypeSystem), except without the trailing "m" |
| Edm.Double | Same as the [literal form in [OData:Core]](http://www.odata.org/developers/protocols/overview#AbstractTypeSystem) |
| Edm.Guid | Same as the [literal form in [OData:Core]](http://www.odata.org/developers/protocols/overview#AbstractTypeSystem), except without the surrounding guid'' syntax |
| Edm.Int16 | Same as the [literal form in [OData:Core]](http://www.odata.org/developers/protocols/overview#AbstractTypeSystem) |
| Edm.Int32 | Same as the [literal form in [OData:Core]](http://www.odata.org/developers/protocols/overview#AbstractTypeSystem) |
| Edm.Int64 | Same as the [literal form in [OData:Core]](http://www.odata.org/developers/protocols/overview#AbstractTypeSystem) |
| Edm.SByte | Same as the [literal form in [OData:Core]](http://www.odata.org/developers/protocols/overview#AbstractTypeSystem) |
| Edm.Single | Same as the [literal form in [OData:Core]](http://www.odata.org/developers/protocols/overview#AbstractTypeSystem), except without the trailing "f" |
| Edm.String | Same as the [literal form in [OData:Core]](http://www.odata.org/developers/protocols/overview#AbstractTypeSystem), except without surrounding double quotes |
| Edm.Time | Same as the [literal form in [OData:Core]](http://www.odata.org/developers/protocols/overview#AbstractTypeSystem), except without the surrounding time'' syntax |
| Edm.DateTimeOffset | Same as the [literal form in [OData:Core]](http://www.odata.org/developers/protocols/overview#AbstractTypeSystem), except without the surrounding datetimeoffset'' syntax |

**2.2. Service Documents**

As described in [[OData:Core]](http://www.odata.org/developers/protocols/overview), if a service exposes several Collections, then to aid discovery of those Collections by clients it is useful for the service to expose a Service Document which lists the available Collections. Service Documents are described in AtomPub [[RFC5023], section 15](http://tools.ietf.org/html/rfc5023#page-15).

For example, the URI <http://services.odata.org/OData/OData.svc> identifies the Service Document of a sample OData service which exposes a Categories, Products and Suppliers Collection. For convenience, a sample Service Document is shown in the listing below.

<?xml version="1.0" encoding="utf-8" standalone="yes" ?>

<service xml:base="http://services.odata.org/OData/OData.svc/"

xmlns:atom="http://www.w3.org/2005/Atom"

xmlns:app="http://www.w3.org/2007/app"

xmlns="http://www.w3.org/2007/app">

<workspace>

<atom:title>Default</atom:title>

<collection href="Products">

<atom:title>Products</atom:title>

</collection>

<collection href="Categories">

<atom:title>Categories</atom:title>

</collection>

<collection href="Suppliers">

<atom:title>Suppliers</atom:title>

</collection>

</workspace>

</service>

**2.3. Representing Collections of Entries**

[Collections](http://www.odata.org/developers/protocols/terminology#Collection) represent a set of [Entries](http://www.odata.org/developers/protocols/terminology#Entry). In OData, Collections are represented as Atom feeds ([RFC5023] ), with one Atom entry for each Entry within the Collection. For example, a Collection of product category Entries (that could be part of a product catalog) exposed by an OData service, as identified by the URI <http://services.odata.org/OData/OData.svc/Categories>, is represented as shown below. The format of <atom:entry> elements within a feed is described in the [Representing Entries](http://www.odata.org/#RepresentingEntries) section.

**Note**: The "m" and "d" prefixes represent the OData metadata and data namespaces. It is likely the next version of OData will generalize the namespace URI to use an odata.org based URI.

**OData V1:**

<?xml version="1.0" encoding="utf-8" standalone="yes"?>

<feed xml:base=http://services.odata.org/OData/OData.svc/

xmlns:d=http://schemas.microsoft.com/ado/2007/08/dataservices

xmlns:m=http://schemas.microsoft.com/ado/2007/08/dataservices/metadata

xmlns="http://www.w3.org/2005/Atom">

<title type="text">Categories</title>

<id>http://services.odata.org/OData/OData.svc/Categories</id>

<updated>2010-03-10T08:38:14Z</updated>

<link rel="self" title="Categories" href="Categories" />

<entry>

<id>http://services.odata.org/OData/OData.svc/Categories(0)</id>

<title type="text">Food</title>

<updated>2010-03-10T08:38:14Z</updated>

<author>

<name />

</author>

<link rel="edit" title="Category" href="Categories(0)" />

<link rel="http://schemas.microsoft.com/ado/2007/08/dataservices/related/Products"

type="application/atom+xml;type=feed"

title="Products" href="Categories(0)/Products" />

<category term="ODataDemo.Category"

scheme="http://schemas.microsoft.com/ado/2007/08/dataservices/scheme" />

<content type="application/xml">

<m:properties>

<d:ID m:type="Edm.Int32">0</d:ID>

<d:Name>Food</d:Name>

</m:properties>

</content>

</entry>

<!-- <entry> elements representing additional Categories go here -->

</feed>

In response payloads only, OData v2 supports two pieces of collection-level metadata: an Entry count (the total count of the number of entities in the Collection) and "next links" in the case when a partial listing of the Collection of Entries is being represented.

The Entry count, is only included in the feed returned by an OData service when the request URI includes the $inlinecount System Query Option. In this case, the count information is represented as a <m:count> element with the value of the element being the total number of Entries in the Collection. See the [$inlinecount section](http://www.odata.org/developers/protocols/uri-conventions#InlinecountSystemQueryOption) of the [[OData:URI]](http://www.odata.org/developers/protocols/uri-conventions) document for a description of how the count value is calculated.

In response payloads only, if the server does not include an <entry> element for every Entry in the Collection identified by the request URI (typically for resource conservation reasons), then the returned feed represents a partial listing as defined in AtomPub [[RFC5023] section 10.1](http://tools.ietf.org/html/rfc5023#section-10.1). In this case, the response includes a <link rel="next" href="â€¦"> element to indicate the feed is a partial listing and to provide the URI of the next partial list feed so a client can easily continue obtaining additional entries. Version Note: Partial lists of Entries are supported in OData V2.0 only. For more information on interacting with partial listings, see [Retrieving feeds, entries and service documents](http://www.odata.org/developers/protocols/operations#RetrievingFeedsEntriesAndServiceDocuments) in the [[OData:Operations]](http://www.odata.org/developers/protocols/operations) document.

**OData V2:**

<feed xml:base=<http://services.odata.org/Northwind/Northwind.svc/>

xmlns:d="http://schemas.microsoft.com/ado/2007/08/dataservices"

xmlns:m=http://schemas.microsoft.com/ado/2007/08/dataservices/metadata

xmlns="http://www.w3.org/2005/Atom">

<title type="text">Customers</title>

<id>http://services.odata.org/Northwind/Northwind.svc/Customers</id>

<updated>2010-03-10T09:34:11Z</updated>

<link rel="self" title="Customers" href="Customers" />

**<m:count>91</m:count>**

<entry>

<id>http://services.odata.org/Northwind/Northwind.svc/Customers('ALFKI')</id>

<title type="text" />

<updated>2010-03-10T09:34:11Z</updated>

<author>

<name />

</author>

<link rel="edit" title="Customer" href="Customers('ALFKI')" />

<link rel=http://schemas.microsoft.com/ado/2007/08/dataservices/related/Orders

type="application/atom+xml;type=feed"

title="Orders" href="Customers('ALFKI')/Orders" />

<link rel=http://schemas.microsoft.com/ado/2007/08/dataservices/related/CustomerDemographics

type="application/atom+xml;type=feed"

title="CustomerDemographics" href="Customers('ALFKI')/CustomerDemographics" />

<category term="NorthwindModel.Customer"

scheme="http://schemas.microsoft.com/ado/2007/08/dataservices/scheme" />

<content type="application/xml">

<m:properties>

<d:CustomerID>ALFKI</d:CustomerID>

<d:CompanyName>Alfreds Futterkiste</d:CompanyName>

<d:ContactName>Maria Anders</d:ContactName>

<d:ContactTitle>Sales Representative</d:ContactTitle>

<d:Address>Obere Str. 57</d:Address>

<d:City>Berlin</d:City>

<d:Region m:null="true" />

<d:PostalCode>12209</d:PostalCode>

<d:Country>Germany</d:Country>

<d:Phone>030-0074321</d:Phone>

<d:Fax>030-0076545</d:Fax>

</m:properties>

</content>

</entry>

<!-- <entry> elements representing additional customers goes here -->

**<link rel="next"**

**href="http://services.odata.org/Northwind/Northwind.svc/Customers?$inlinecount=allpages&$skiptoken='ERNSH'" />**

</feed>

**2.4. Representing Entries**

In OData, Entries are represented as Atom <atom:entry> elements with all the [Properties](http://www.odata.org/developers/protocols/terminology#Property) of the Entry represented as elements within the <m:properties> element which is a direct child of the <atom:content> element. When using an OData v2 server, clients may indicate that they want a subset of the properties by using the Select System Query Option in the request.

If the Entry being represented links to other Entries via [Navigation Properties](http://www.odata.org/developers/protocols/terminology#NavigationProperty) (e.g. a Product is related to a Category), then the Links are represented as <atom:link rel= [http://schemas.microsoft.com/ado/2007/08/dataservices/related/[NavigationPropertyName]](http://schemas.microsoft.com/ado/2007/08/dataservices/related/%5bNavigationPropertyName%5d) href=â€â€¦"/> elements â€" one for each Navigation Property of the Entry.

Metadata describing the Entry being represented can be specified using additional Atom-defined and OData-defined elements/attributes as defined by the following list.

**<atom:id>**

* As per [[RFC4287]](http://tools.ietf.org/html/rfc4287), contains a URI which uniquely identifies the Entry

**<atom:category scheme="http://schemas.microsoft.com/ado/2007/08/dataservices/scheme">**

* This element may be present with a term attribute whose value indicates the Entity Type in the [data model](http://www.odata.org/developers/protocols/overview#AbstractDataModel) of the OData service that describes the Entry represented by the parent <atom:entry> element. An <atom:Entry> must contain at most one such category element with the specified scheme.
* To ensure type fidelity across of Entries sent from server to client (and vice versa), this element must be included if the Entry is part of a type hierarchy and is not the base type in the hierarchy.
* The value of the element is the namespace qualified name of the [Entity Type](http://www.odata.org/developers/protocols/overview#AbstractDataModel) in the [Service Metadata Document](http://www.odata.org/developers/protocols/terminology#ServiceMetadataDocument) that describes the Entry.
* When this element is not present clients and servers should assume that the entry is of the base type of the containing collection, if that information is known. When a collection can contain a number of types within a inheritance hierarchy servers will typically reject requests that contain Entries without type information.

**<atom:link rel="self" href=".." >**

* As per [[RFC4287]](http://tools.ietf.org/html/rfc4287), this element is optional. If included it contains the URI a client should use to retrieve the Entry as described in [[OData:Operations]](http://www.odata.org/developers/protocols/operations).

**<atom:link rel="edit" href=" .. " >**

* As per [[RFC5023]](http://tools.ietf.org/html/rfc5023), this element should be included. If included it contains the URI a client should use to update or delete the Entry as defined in [[OData:Operations]](http://www.odata.org/developers/protocols/operations).

**m:etag attribute**

* An attribute in the OData Metadata Namespace whose value is the [concurrency token](http://www.odata.org/developers/protocols/operations#ConcurrencyControlAndETags) associated with the Entry. The value is formatted as required by the ETag header in [RFC2616].
* This attribute should be present in a response from an OData service when returning a feed (i.e. multiple Entries in a single HTTP response), otherwise the HTTP ETag response header should be used to communicate the concurrency token of the resource returned to a client.

For example, as shown in the following listing, the Category Entry identified by the URI [http://services.odata.org/OData/OData.svc/Categories(0)](http://services.odata.org/OData/OData.svc/Categories%280%29), has two primitive properties (ID & Name) and one Navigation Property named â€œProductsâ€, which identifies a feed of Product Entries related to the Category.

<?xml version="1.0" encoding="utf-8" standalone="yes" ?>

<entry xml:base="http://services.odata.org/OData/OData.svc/"

xmlns:d="http://schemas.microsoft.com/ado/2007/08/dataservices"

xmlns:m="http://schemas.microsoft.com/ado/2007/08/dataservices/metadata"

xmlns="http://www.w3.org/2005/Atom">

<id>http://services.odata.org/OData/OData.svc/Categories(0)</id>

<title type="text">Food</title>

<updated>2010-03-10T10:43:51Z</updated>

<author>

<name />

</author>

<link rel="edit" title="Category" href="Categories(0)" />

**<link rel="http://schemas.microsoft.com/ado/2007/08/dataservices/related/Products"**

**type="application/atom+xml;type=feed"**

**title="Products"**

**href="Categories(0)/Products" />**

<category term="ODataDemo.Category"

scheme="http://schemas.microsoft.com/ado/2007/08/dataservices/scheme" />

**<content type="application/xml">**

**<m:properties>**

**<d:ID m:type="Edm.Int32">0</d:ID>**

**<d:Name>Food</d:Name>**

**</m:properties>**

**</content>**

</entry>

**2.4.1. Deferred Content**

To conserve resources (bandwidth, CPU, and so on), it is generally not a good idea for an OData service to return the full graph of Entries related to the Entry (or Collection of entries) identified in a request URI. For example, an OData service should defer sending related Entries unless the client explicitly asked for them using the [$expand System Query Option](http://www.odata.org/developers/protocols/uri-conventions#ExpandSystemQueryOption) which provides a way for a client to state related entities should be [represented inline](http://www.odata.org/#InlineRepresentationofAssociatedEntries).

As shown in the example in the prior section, by default properties which represent [Links](http://www.odata.org/developers/protocols/terminology#Link) (the "Products" property in the example) are represented as a <link rel="  http://schemas.microsoft.com/ado/2007/08/dataservices/related/[NavigationPropertyName]" href="..." /> element to indicate the service deferred representing the related Entries. If needed, a client can then use the URI in the href attribute in a subsequent retrieve request to obtain the related Entries.

**2.4.2. Inline Representation of Associated Entries**

As described in the [$expand System Query Option section](http://www.odata.org/developers/protocols/uri-conventions#ExpandSystemQueryOption) of the [[OData:URI]](http://www.odata.org/developers/protocols/uri-conventions) document, a request URI may include the $expand query option to explicitly request that a linked to Entry or collection of Entries be serialized inline, rather than deferred.

In this case the related Entry or collection of Entries is represented as the child element of an <m:inline> element as an <atom:feed> or <atom:entry> respectively. For example, a single Category Entry with its related Product Entries serialized inline is represented as shown in the example below.

<?xml version="1.0" encoding="utf-8" standalone="yes"?>

<entry xml:base=http://services.odata.org/OData/OData.svc/"

xmlns:d="http://schemas.microsoft.com/ado/2007/08/dataservices"

xmlns:m="http://schemas.microsoft.com/ado/2007/08/dataservices/metadata"

xmlns="http://www.w3.org/2005/Atom">

<id>http://services.odata.org/OData/OData.svc/Categories(0)</id>

<title type="text">Food</title>

<updated>2010-03-11T06:40:04Z</updated>

<author>

<name />

</author>

<link rel="edit" title="Category" href="Categories(0)" />

<link rel="http://schemas.microsoft.com/ado/2007/08/dataservices/related/Products"

type="application/atom+xml;type=feed"

title="Products" href="Categories(0)/Products">

**<m:inline>**

<feed>

<title type="text">Products</title>

<id>http://services.odata.org/OData/OData.svc/Categories(0)/Products</id>

<updated>2010-03-11T06:40:04Z</updated>

<link rel="self" title="Products" href="Categories(0)/Products" />

<entry>

<id>http://services.odata.org/OData/OData.svc/Products(0)</id>

<title type="text">Bread</title>

<summary type="text">Whole grain bread</summary>

<updated>2010-03-11T06:40:04Z</updated>

<author>

<name />

</author>

<link rel="edit" title="Product" href="Products(0)" />

<link rel="http://schemas.microsoft.com/ado/2007/08/dataservices/related/Category"

type="application/atom+xml;type=entry"

title="Category" href="Products(0)/Category" />

<link rel="http://schemas.microsoft.com/ado/2007/08/dataservices/related/Supplier"

type="application/atom+xml;type=entry"

title="Supplier" href="Products(0)/Supplier" />

<category term="ODataDemo.Product"

scheme="http://schemas.microsoft.com/ado/2007/08/dataservices/scheme" />

<content type="application/xml">

<m:properties>

<d:ID m:type="Edm.Int32">0</d:ID>

<d:ReleaseDate m:type="Edm.DateTime">1992-01-01T00:00:00</d:ReleaseDate>

<d:DiscontinuedDate m:type="Edm.DateTime" m:null="true" />

<d:Rating m:type="Edm.Int32">4</d:Rating>

<d:Price m:type="Edm.Decimal">2.5</d:Price>

</m:properties>

</content>

</entry>

</feed>

**</m:inline>**

</link>

<category term="ODataDemo.Category"

scheme="http://schemas.microsoft.com/ado/2007/08/dataservices/scheme" />

<content type="application/xml">

<m:properties>

<d:ID m:type="Edm.Int32">0</d:ID>

<d:Name>Food</d:Name>

</m:properties>

</content>

</entry>

**2.4.3. Representing Media Link Entries**

[Media Link Entries (MLE)](http://www.odata.org/developers/protocols/terminology#MediaLinkEntry) are represented in the same way as regular Entries as described in [Representing Entries](http://www.odata.org/#RepresentingEntries); however, they also contain additional metadata per Entry that describes the Media Resource (MR) associated with the Entry and the <m:properties> element becomes a child of the <atom:entry> element. The <m:properties> element is moved out from under the <atom:content> element because in the case of an MLE, the content describes the MR.

This additional MR-specific metadata is represented by the following constructs in the <atom:entry>:

* **<link rel="edit-media" href="{MediaResourceUri}">**
  + As per [[RFC5023] section 9.6](http://tools.ietf.org/html/rfc5023#section-9.6), this element indicates the URI a client should use to update or delete the Media Resource, as described in [[OData:Operations]](http://www.odata.org/developers/protocols/operations).
  + If the ETag of the Media Resource (MR) is independent from that of the Media Link Entry (MLE), then this element should include an m:etag attribute with value equal to the concurrency token of the MR.
* **<atom:content src="{MediaResourceUri}" type="{MimeType}">**
  + For MLE's, this element describes the associated MR. The value of the src attribute is the URI a client should use to retrieve the Media Resource, as described in [[OData:Operations]](http://www.odata.org/developers/protocols/operations). Note: this allows a Media Resource to have independent links for editing and retrieval.
  + The value of the type attribute is the mime type of the MR.

**2.4.4. Customizing the Representation of an Entry**

Services may wish to have more flexibility over how Entries are represented within an <atom:entry> element. For example, a service may want to enable the value of a property of an Entry be represented as the value of one of the standard Atom elements (Title, Summary, etc) or as the value of a custom element within an Entry. OData supports services that need this kind of control over the Atom representations of an Entry.

In general a service may choose to deviate from the conventions defined in Representing Entries section above and represent the value of a Property of an Entry as the value of a standard Atom element (Title, Summary, etc) or as the value of an element in a custom namespace. When a service does this form of customization it breaks the shared assumption between client and server regarding how Entries are encoded within an <atom:entry> element. OData services that deviate from the prescribed encoding should expose a [Service Metadata Document](http://www.odata.org/developers/protocols/terminology#ServiceMetadataDocument) that include Feed Customization annotations which allow a client to discover how the server chose to encode a given Entry within the <atom:entry> element. The remainder of this section describes the set of Feed Customization annotations that may be used.

The following table lists all the Feed Customization annotations defined in OData.

|  |  |
| --- | --- |
| **Feed Customization Annotation** | **Description** |
| FC\_SourcePath | The name of the Property on an Entry which this feed mapping rule applies to.  The format of this parameter is a path expression where property names are separated by a â€˜/â€™ character. For example for a Person Entry with an integer Property â€˜Ageâ€™ and an â€˜Addressâ€™ Complex Type Property, the following are legal values for this property:  - Age  - Address/Street  The following are invalid values for this property:  - Foo (not a defined property)  - Address (doesnâ€™t identify a primitive property)  - Address/Street/ (cannot end with a â€˜/â€™)  - Empty string or null  - /Address/Street (cannot start with a â€˜/â€™) |
| FC\_TargetPath | The name of the element to map the property identified by the FC\_SourcePath annotation to. If no FC\_SourcePath annotation is specified, then this annotation must be on a <Property> element in the Service Metadata Document which itself identifies the source Property.  The format of this annotation is a path expression where nested elements are separated by a â€˜/â€™ and attributes are specified by a â€˜@â€™ symbol.  For example, to map to a property value to a custom XML element or attribute:  To map the source Property to a custom <Category> element which is a direct child of the <atom:entry> element use:  - FC\_TargetPath="Category"  To map the source Property to an attribute named Term on a custom <Category> element which is a direct child of the <atom:entry> element:  - FC\_TargetPath="Category/@Term"  To map the source Property to a child element of the custom <Category> element named <Foo>, where <Category> is a direct child of the <atom:entry> element:  - FC\_TargetPath="Category/Foo"  This annotation also supports mapping to Atom-defined elements. This following list describes the values used to map to Atom-defined elements:  Format: value : mapped to atom element  â€¢ "SyndicationAuthorEmail" : <author><email>  â€¢ "SyndicationAuthorName" : <author><name>  â€¢ "SyndicationAuthorUri" : <author><uri>  â€¢ "SyndicationPublished" : <published>  â€¢ "SyndicationRights" : <rights>  â€¢ "SyndicationSummary" : <summary>  â€¢ "SyndicationTitle" : <title>  Note: This annotation does not support mapping to multiple instances of an element, so two overlapping path definitions imply the same element instances. For example: the target path values â€œa/b/câ€ and â€œa/d/fâ€ imply the following XML structure: <a><b> <c/></b><d><f/></d> |
| FC\_ContentKind | The mime type of the source Property |
| FC\_NsPrefix | When the source Property is being mapped to an element that is not in the Atom namespace, the value of this annotation specifies the namespace prefix to use the Atom document for target element. |
| FC\_NsUri | When a property is being mapped to an element that is not in the Atom namespace, this annotation is used to specify the namespace for the target element. The FC\_NSPrefix annotation specifies the namespace prefix for the namespace specified by this annotation. |
| FC\_KeepInContent | The value of this property is true if the property being mapped should appear both in its â€œmapped toâ€ location as well as within the content section of the <entry>.  If the value of this property is false, then the property being mapped should only appear in its new â€œmapped toâ€ location in the <entry> and NOT also in the content section. This value (false) is only supported in OData v2.0 and requires that any response formatted in this way return a DataServiceVersion:2.0 response header. |

For example, the sample Service Metadata Document at http://services.odata.org/OData/OData.svc/$metadata states the Name Property of the Category Entry is represented as the value of the <atom:title> element. Since FC\_KeepInContent is equals true for this mapping the value is duplicated within the <m:properties> element.

**Snippet from Service Metadata Document**

<EntityType Name="Category">

<Key>

<PropertyRef Name="ID" />

</Key>

<Property Name="ID" Type="Edm.Int32" Nullable="false" />

<Property Name="Name" Type="Edm.String"

Nullable="true"

**m:FC\_TargetPath="SyndicationTitle"**

**m:FC\_ContentKind="text"**

**m:FC\_KeepInContent="true"** />

<NavigationProperty Name="Products"

Relationship="ODataDemo.Product\_Category\_Category\_Products"

FromRole="Category\_Products" ToRole="Product\_Category" />

</EntityType>

**Category representation in Atom**

(see http://services.odata.org/OData/OData.svc/Categories(0) )

<?xml version="1.0" encoding="utf-8" standalone="yes"?>

<entry xml:base="http://services.odata.org/(S(S\_ODATA\_RO))/OData/OData.svc/" xmlns:d="http://schemas.microsoft.com/ado/2007/08/dataservices" xmlns:m="http://schemas.microsoft.com/ado/2007/08/dataservices/metadata" xmlns="http://www.w3.org/2005/Atom">

<id>http://services.odata.org/(S(S\_ODATA\_RO))/OData/OData.svc/Categories(0)</id>

**<title type="text">Food</title>**

<updated>2010-03-11T22:28:51Z</updated>

<author>

<name />

</author>

<link rel="edit" title="Category" href="Categories(0)" />

<link rel="http://schemas.microsoft.com/ado/2007/08/dataservices/related/Products"

type="application/atom+xml;type=feed"

title="Products"

href="Categories(0)/Products" />

<category term="ODataDemo.Category"

scheme="http://schemas.microsoft.com/ado/2007/08/dataservices/scheme" />

<content type="application/xml">

<m:properties>

<d:ID m:type="Edm.Int32">0</d:ID>

**<d:Name>Food</d:Name>**

</m:properties>

</content>

</entry>

If the Category Entry in the example above was part of a type hierarchy and the Name property was defined on the type Category derives from, then the mapping from Name to <atom:title> is still possible, however the placement of the annotation changes to be on the <EntityType> element in the Service Metadata Document as shown in the following listing.

<EntityType Name="Category" **m:FC\_TargetPath="SyndicationTitle"**

**m:FC\_SourcePath="Name"**

**m:FC\_ContentKind="text"**

**m:FC\_KeepInContent="true"**

BaseType:"Sample.BaseCategory">

<Key>

<PropertyRef Name="ID" />

</Key>

<Property Name="ID" Type="Edm.Int32" Nullable="false" />

<NavigationProperty Name="Products"

Relationship="ODataDemo.Product\_Category\_Category\_Products"

FromRole="Category\_Products" ToRole="Product\_Category" />

</EntityType>

Instead of mapping the Name property to an Atom-defined element, a Property may be mapped to a custom element in any namespace. For example, the following listing maps the Street Property of the Address Complex Type on a Supplier entry to a custom <c:Road> element.

Snippet from Service Metadata Document

<EntityType Name="Supplier">

<Key>

<PropertyRef Name="ID" />

</Key>

<Property Name="ID" Type="Edm.Int32" Nullable="false" />

<Property Name="Name" Type="Edm.String" Nullable="true"/>

<Property Name="Address" Type="ODataDemo.Address" Nullable="false"

**m:FC\_TargetPath="Road"**

**m:FC\_SourcePath="Street"**

**m:FC\_KeepInContent="true"**

**m:FC\_NsUri="http://customUri"**

**m:FC\_NsPrefix="c"/>**

<Property Name="Concurrency" Type="Edm.Int32" Nullable="false" ConcurrencyMode="Fixed" />

<NavigationProperty Name="Products"

Relationship="ODataDemo.Product\_Supplier\_Supplier\_Products"

FromRole="Supplier\_Products"

ToRole="Product\_Supplier" />

</EntityType>

<ComplexType Name="Address">

<Property Name="Street" Type="Edm.String" Nullable="true" />

<Property Name="City" Type="Edm.String" Nullable="true" />

<Property Name="State" Type="Edm.String" Nullable="true" />

<Property Name="ZipCode" Type="Edm.String" Nullable="true" />

<Property Name="Country" Type="Edm.String" Nullable="true" />

</ComplexType>

Supplier representation in Atom

<?xml version="1.0" encoding="utf-8" standalone="yes"?>

<entry xml:base="http://services.odata.org/(S(S\_ODATA\_RO))/OData/OData.svc/" xmlns:d="http://schemas.microsoft.com/ado/2007/08/dataservices" xmlns:m="http://schemas.microsoft.com/ado/2007/08/dataservices/metadata" m:etag="W/"0"" xmlns="http://www.w3.org/2005/Atom"

Xmlns:c="http://customUri">

<id>http://services.odata.org/(S(S\_ODATA\_RO))/OData/OData.svc/Suppliers(0)</id>

<title type="text">Exotic Liquids</title>

<updated>2010-03-11T22:47:21Z</updated>

<author>

<name />

</author>

<link rel="edit" title="Supplier" href="Suppliers(0)" />

<link rel="http://schemas.microsoft.com/ado/2007/08/dataservices/related/Products" type="application/atom+xml;type=feed" title="Products" href="Suppliers(0)/Products" />

<category term="ODataDemo.Supplier" scheme="http://schemas.microsoft.com/ado/2007/08/dataservices/scheme" />

**<c:Road>NE 228th</c:Road>**

<content type="application/xml">

<m:properties>

<d:ID m:type="Edm.Int32">0</d:ID>

<d:Name>Exotic Liquids</d:Name>

<d:Concurrency m:type="Edm.Int32">0</d:Concurrency>

<d:Address m:type="ODataDemo.Address">

<d:Street>NE 228th</d:Street>

<d:City>Sammamish</d:City>

<d:State>WA</d:State>

<d:ZipCode>98074</d:ZipCode>

<d:Country>USA</d:Country>

</d:Address>

</m:properties>

</content>

</entry>

**2.5. Representing Primitive Properties**

When represented in a request/response payload as part of an Entry, Complex Type or a standalone construct in a request payload, primitive properties are represented in Atom as child elements of an <m:properties> element (see Representing Entities) with the name equal to the element equal to the property and value of the element set to the primitive type value formatted as described by the table in the [Primitive Types](http://www.odata.org/developers/protocols/atom-format#PrimitiveTypes) section above.

See [section 3.1](http://www.odata.org/developers/protocols/atom-format#RepresentingPropertyValues) for the format of Properties when they are represented independently from their defining Entry (i.e. outside the context of the defining Entry).

**2.6. Representing Complex Type Properties**

When represented as a property of an Entry or Complex Type (also within an Entry) in a request/response payload, a property whose type is a [complex type](http://www.odata.org/developers/protocols/overview#AbstractDataModel) is represented as an XML element with each property of the complex type represented as a direct child element (as described in the prior section for primitive properties). For example, the Address Complex Type of a Supplier Entry is shown in the example below.

See [section 3.1.2](http://www.odata.org/developers/protocols/atom-format#RepresentingComplexTypesProperties) for the format of Complex Type Properties when they are represented independently from their defining Entry (i.e. outside the context of the defining Entry).

**3. XML Representations**

The smallest unit of information that can be represented in Atom is an Entry. In several application scenarios it is practical to be able to identify a specific piece of information within the Entry, particularly when the entry is mapped to an application-level construct on the server. For example, a Presentation Entry may have a Property that is the abstract describing the presentation.

To enable this scenario, as described in the [Resource Path](http://www.odata.org/developers/protocols/uri-conventions#ResourcePath) section in the [[OData:URI]](http://www.odata.org/developers/protocols/uri-conventions) document, OData supports directly addressing a Property of an Entry. Since there is not a natural mapping of a single Property (outside of the context of the defining Entry) to an Atom representation, OData represents the constituent parts of an Entry using a simple XML representation, which is described by the following subsections.

**3.1. Representing Property Values**

As described in the [Resource Path](http://www.odata.org/developers/protocols/uri-conventions#ResourcePath) section in the [[OData:URI]](http://www.odata.org/developers/protocols/uri-conventions) document, OData supports directly addressing a Property of an Entry. The following subsections describe how each type of Property is represented in XML.

**3.1.1. Representing Primitive Properties**

When a primitive Property is represented as a standalone construct in a response from an OData service (such as when a retrieve request is made to a URI that identifies a single Property) it is represented as a single XML element where the element name equals the name of the Property and the value of the element is the value Property value. For example, the response payload to a retrieve request that identifies the Name property of a Category Entry is represented as shown below.

<?xml version="1.0" encoding="utf-8" standalone="yes"?>

<Name xmlns="http://schemas.microsoft.com/ado/2007/08/dataservices">Bread</Name>

**3.1.2. Representing Complex Types Properties**

When a Property whose type is a [complex type](http://www.odata.org/developers/protocols/overview#AbstractDataModel) is represented as a standalone construct, such as when a retrieve request is made to a URI that identifies a single Property, it uses a single XML element with the name of the Property and child elements for each Property defined on the complex type (formatted as per this section of the prior â€œRepresenting Primitive Propertiesâ€ section). For example, the response payload to a retrieve request that identifies the Name property of a Category Entry is represented as shown below.

<?xml version="1.0" encoding="utf-8" standalone="yes"?>

<Address p1:type="ODataDemo.Address"

xmlns:p1="http://schemas.microsoft.com/ado/2007/08/dataservices/metadata"

xmlns="http://schemas.microsoft.com/ado/2007/08/dataservices">

<Street>NE 228th</Street>

<City>Sammamish</City>

<State>WA</State>

<ZipCode>98074</ZipCode>

<Country>USA</Country>

</Address>

**3.1.3. Representing the Raw value of a Property**

OData services may support [addressing the â€œrawâ€ value of a primitive Property](http://www.odata.org/developers/protocols/uri-conventions#AddressingEntries) (see the description of the $value URI segment). In this case, the value is returned using the format (aka mime type) the OData service deems to be the â€œrawâ€ format for the Property. For example, the HTTP response from the sample OData service when retrieving the Name string Property of a Category Entry is shown in the example below.

HTTP/1.1 200 OK

DataServiceVersion: 1.0;

Content-Type: text/plain;charset=utf-8

Food

**3.2. Representing Links**

A Link (or collection of Links) represents an associated Entry (or collection of associated Entries). As described in [[OData:Operations]](http://www.odata.org/developers/protocols/operations) Links can be retrieved and modified to change the associations between Entries. A single link is represented as a <d:uri> element with the value of the element set to the URI that identifies the Link. A collection of links is represented as a <d:links> element with zero or more child <d:uri> elements, where each <d:uri> element represents a Link.

Note: in the paragraph above, "d" represents the [OData Data Namespace](http://www.odata.org/developers/protocols/terminology#ODataDataNamespace).

For example, a link with multiplicity 1 (ex. Product is related to a *single* Supplier) would be represented in XML in a response as:

<?xml version="1.0" encoding="utf-8" standalone="yes"?>

<uri xmlns="http://schemas.microsoft.com/ado/2007/08/dataservices">http://services.odata.org/OData/OData.svc/Suppliers(1)</uri>

For example, a link with multiplicity greater than 1 (e.g. Supplier is related to *many* products) would be represented in a response as:

<?xml version="1.0" encoding="utf-8" standalone="yes"?>

<links xmlns="http://schemas.microsoft.com/ado/2007/08/dataservices">

<uri>http://services.odata.org/OData/OData.svc/Products(1)</uri>

<uri>http://services.odata.org/OData/OData.svc/Products(2)</uri>

<uri>http://services.odata.org/OData/OData.svc/Products(3)</uri>

<uri>http://services.odata.org/OData/OData.svc/Products(4)</uri>

<uri>http://services.odata.org/OData/OData.svc/Products(5)</uri>

<uri>http://services.odata.org/OData/OData.svc/Products(6)</uri>

</links>

**3.3. Representing Results from Service Operations**

As described in [[OData:Operations]](http://www.odata.org/developers/protocols/operations) OData services may expose custom behaviors via Service Operations, which may accept input parameters identified by the request URI (as described in [[OData:URI]](http://www.odata.org/developers/protocols/uri-conventions)). This section specifies how the results of a Service Operation are formatted using Atom or XML. Service operations support returning:

* A single primitive value or collection of primitive values
* A single complex type or collection of complex types
* A single Entry or collection of Entries

If a Service Operation returns a collection of Entries or a single Entry, then the Entries (or Entry) are formatted in Atom as described in the [Representing Collections of Entries](http://www.odata.org/#RepresentingCollectionsofEntries) or [Representing an Entry](http://www.odata.org/#RepresentingEntries) section.

If a Service Operation returns a single primitive value, then it is formatted in XML as per the [Representing Primitive Properties](http://www.odata.org/RepresentingPrimitiveProperties) section. Likewise, if a Service Operation returns a single Complex Type value, then it is represented in XML as per the [Representing Complex Type Properties](http://www.odata.org/#RepresentingComplexTypesProperties) section.

If a Service Operation returns a collection of primitive values, then the primitives are returned as the value of <m:element> elements which are children of the root element. The name of the root element should be equal to the name of the Service Operation that was invoked. For example a response payload from a "GetInts" Service Operation that returns a collection of integer values would be formatted as shown in the following listing.

<GetInts xmlns="http://schemas.microsoft.com/ado/2007/08/dataservices/metadata">

<element>0</element>

<element>1</element>

<element>2</element>

</GetInts>

If a Service Operation returns a collection of complex types, then the collection is represented in XML by a root element whose name is equal to the name of the Service Operation and includes one child <m:element> element for each Complex Type value in the collection returned from the Service Operation. The Properties of each Complex Type are represented as per the [Representing Complex Type Properties](http://www.odata.org/#RepresentingComplexTypesProperties) section. Finally, each <m:element> element should include an m:type attribute that lists the namespace qualified name of the Complex Type. For example, response payload from a "GetAddresses" Service Operation that returns a collection of Address Complex Type values would be represented as show in the following listing.

<GetAddressses xmlns="http://schemas.microsoft.com/ado/2007/08/dataservices/metadata">

<element type="SampleNamespace.Address">

<street>123 Contoso Ave</street>

<city>London</street>

</element>

<!-- additional Addresses returned go here -->

</GetAddresses>